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Adaptive step rotation in biped walking

Néstor Bohórquez and Pierre-Brice Wieber

Abstract—We want to enable the robot to reorient its feet in order to face its direction of motion. Model Predictive Control schemes for biped walking usually assume fixed feet rotation since adapting them online leads to a nonlinear problem. Nonlinear solvers do not guarantee the satisfaction of nonlinear constraints at every iterate and this can be problematic for the real-time operation of robots. We propose to define safe linear constraints that are always inside the intersection of the nonlinear constraints. We make simulations of the robot walking on a crowd and compare the performance of the proposed method with respect to the original nonlinear problem solved as a Sequential Quadratic Program.

I. INTRODUCTION

When walking in a dynamic environment, a biped robot can need to change its velocity in order to avoid collisions, what needs to be coordinated with changes in orientation. This is a non-trivial problem to solve and we can observe that humans switch between holonomic (walking sideways) and nonholonomic locomotion (changing orientation) depending on the situation and goals [1][2]. In this paper, we want the robot to face its direction of motion because it walks faster forwards than sideways.

Turning while walking has been addressed in many different ways [3][4][5][6][7][8][9] but never guaranteeing that all kinematic and dynamic constraints are properly satisfied. We can make sure to generate walking motions that satisfy all constraints with a Model Predictive Control (MPC) approach [10][11]. This is usually done by decoupling the computation of the motion of the Center of Mass (CoM) and the Center of Pressure (CoP) from the computation of the motion of the rest of the body. This is a very effective method that has been used in a wide variety of robots [12][13][14].

However, rotations are usually decided in advance [15][16] because they introduce nonlinearities in the kinematic and dynamic constraints [17]. Nonlinear constraints are usually addressed iteratively using a Newton method and their satisfaction is not guaranteed until convergence. This is incompatible with real time control where we want to have a feasible solution (satisfying all constraints and safely applicable to the robot) at a specified time.

We want to make sure to have a feasible solution after a single Newton iteration. We propose to use a common method to handle nonlinear constraints: we define new, safe linear constraints that are always inside the intersection of the original nonlinear constraints. This method is useful when adapting the duration of steps [18] and the vertical motion of the CoM [19][20]. It has also been used for the adaptation of the rotation of the steps [21] but, in comparison, we propose constraints that generate less restrictive motions.

Using a simulation of the robot walking in a crowd as a test bed, we propose to investigate how the feasibility of the problem and the behaviour of the robot vary with the number of Newton iterations in comparison with a standard Sequential Quadratic Programming (SQP) method.

We proceed as follows: we present the model that relates the motion of the CoM with the position of the CoP in Section II. We define a set of dynamic and kinematic constraints of the robot that are linear and safe with respect to rotations in Section III. Section IV formulates the Optimal Control Problem (OCP) that we need to solve and Section V shows some numerical results that demonstrate the capabilities of the controller.

II. DYNAMIC MODEL

We model the motion of the CoM of the robot as a triple integrator with the CoP as an output of the system [22]

\[
\begin{align*}
x^+ &= \begin{bmatrix} 1 & \tau & \tau^2/2 \\ 0 & 0 & 1 \\ 0 & \tau & \frac{\tau^2}{2} \end{bmatrix} x + \begin{bmatrix} \tau^3/6 \\ \tau^2/2 \end{bmatrix} \ddot{\mathbf{c}}, \\
p &= [1 \quad 0 \quad -h/g] x.
\end{align*}
\]

In here, \( c \) is the position of the CoM, the jerk \( \ddot{\mathbf{c}} \) is the input of the system, \( x = (c, \dot{c}, \ddot{c}) \) and \( x^+ = (c^+, \dot{c}^+, \ddot{c}^+) \) are two consecutive states, \( \tau > 0 \) is the sampling time, \( p \) is the position of the CoP, \( h \) is the height of the CoM and \( g \) is the norm of the vector of gravity. We assume \( h \) to be constant [23][17][22].

III. SAFE LINEAR CONSTRAINTS

A. Constraint on the steps

We want to avoid leg-crossing in the sequence of step positions \((s_1, \ldots, s_J)\) and step orientations \((\theta_1, \ldots, \theta_J)\) that we compute during the preview horizon. Each foot is a rectangle of length \( l \) and width \( w \). We constrain the position of the \((j+1)^{th}\) step \( s_{j+1} \) to the half-space that starts at a distance \( w \) from \( s_j \) in the direction given by the rotated normalized vector \( R(\theta_j) \hat{n}_j \).

\[
w \leq (R(\theta_j) \hat{n}_j)^T s_{j+1} - s_j.
\]

The rotation matrix \( R(\theta_j) \) introduces nonlinearities. We want to define a new set of constraints on the steps that are linear and safe with respect to rotations when we restrict \( \theta_j \) to an interval \([\theta_j, \theta_j]\).
the constraint (shown in red) is the intersection of the half-spaces defined between \( \theta_j \) and \( \bar{\theta}_j \). The red line is the perimeter of the safe nonlinear constraint. The blue lines are the perimeters of the reduced areas inside the foot rotated at angles \( \theta_j \) and \( \bar{\theta}_j \).

Unfortunately, circular constraints are nonlinear. We propose to avoid them by reducing the size of the permitted area for the CoP some \( \Delta w \) and \( \Delta l \) given by

\[
\Delta w = w(1 - \cos(\Delta \theta/2)), \quad \Delta l = l(1 - \cos(\Delta \theta/2)).
\]

The original set can then be approximated by the intersection of the reduced-size foot rotated \( \hat{\theta}_j \) and \( \hat{\bar{\theta}}_j \):

\[
\begin{align*}
-\hat{l}/2 & \leq R(\hat{\theta}_j)T p - s_j \leq \hat{l}/2, \\
-\hat{w}/2 & \leq R(\hat{\bar{\theta}}_j)T p - s_j \leq \hat{w}/2,
\end{align*}
\]

shown in blue in the figure, where

\[
\hat{l} = l - \Delta l, \quad \hat{w} = w - \Delta w.
\]

C. Constraint on the CoM

Since the length of the legs is limited, the position of the CoM with respect to the foot on the ground has to satisfy:

\[
\begin{align*}
-\frac{L}{2} & \leq R(\theta_j)T c - s_j \leq \frac{L}{2}, \\
0 & \leq R(\bar{\theta}_j)T c - s_j \leq \frac{L}{W},
\end{align*}
\]

which defines a rectangle of permitted positions of the CoM with respect to \( s_j \). This rectangle has width \( W \), length \( L \) and orientation \( \theta_j \) set by the rotation matrix \( R(\theta_j) \).

We analyze how the original constraint evolves with \( \theta_j \) in Figure 3. The safe nonlinear set (shown in red) is the intersection of the rectangle rotated by \( \theta_j \) and \( \bar{\theta}_j \) plus a more complicated operation with the circle centered at \( s_j \). As before, we can approximate this set to the intersection of

\[
\begin{align*}
-\frac{L}{2} & \leq R(\hat{\theta}_j)T c - s_j \leq \frac{L}{2}, \\
0 & \leq R(\hat{\bar{\theta}}_j)T c - s_j \leq \frac{L}{W},
\end{align*}
\]

Fig. 1: Constraints on the steps. The solid rectangles on the left represent the foot \( s_j \) rotated at angles \( \theta_j \) and \( \bar{\theta}_j \); the dotted rectangles represent various rotations in-between. The long lines at the border of these rectangles along with the arrows perpendicular to them define the half-spaces of permitted positions of the foot \( s_j \). The minimal distance \( d \) between the center of the foot is adjusted according to (5).

In Figure 1 the constraint (2) is illustrated for rotations that satisfy \( |\Delta \theta| \leq \Delta \theta_c \), where

\[
\Delta \theta_c = 2 \arcsin(w/l),
\]

The safe set with respect to the rotations of the foot \( s_j \) (shown in red) is the intersection of the half-spaces defined with \( \theta_j \) and \( \bar{\theta}_j \) (shown in blue):

\[
\begin{align*}
d & \leq (R(\theta_j) \hat{n}_j)^T s_{j+1} - s_j, \\
d & \leq (R(\bar{\theta}_j) \hat{n}_j)^T s_{j+1} - s_j.
\end{align*}
\]

The minimal distance \( d \) that separates the centers of the feet \( s_j \) and \( s_{j+1} \) is adapted with \( \Delta \theta \) to avoid collisions between the rotated feet:

\[
d = w + 1/2(l - w \tan(\Delta \theta/2)) \sin(\Delta \theta).
\]

B. Constraint on the CoP

Due to the unilaterality of the contact forces with the ground, the CoP \( p \) can only reside inside the support polygon of the robot:

\[
\begin{align*}
-\frac{l}{2} & \leq R(\theta_j)^T p - s_j \leq \frac{l}{2}, \\
-\frac{w}{2} & \leq R(\bar{\theta}_j)^T p - s_j \leq \frac{w}{2}.
\end{align*}
\]

The rotation matrix \( R(\theta_j) \) changes the orientation of the foot by \( \theta_j \).

Figure 2 shows in red that, as we vary \( \theta_j \), the area inside the foot that remains safe with respect to rotations is the intersection of: 1) the foot rotated \( \theta_j \), 2) the foot rotated \( \bar{\theta}_j \), 3) the circle centered at \( s_j \) with radius \( l/2 \), plus a more complicated operation with the circle centered at \( s_j \) with radius \( w/2 \).
Fig. 3: Constraint on the CoM. The permitted area for the CoM has width $W$ and length $L$.

by reducing the width of the rectangle of permitted positions of the CoM some $\Delta W$ given by:

$$\Delta W = W(1 - \cos(\Delta \theta/2)).$$

(12)

and $\hat{W} = W - \Delta W$. The resulting set is shown in blue in the figure.

D. Constraint on collision avoidance

In order to avoid collisions, we constrain the position of the CoM to be at a distance no shorter than $D$ from each person $m_k$ in the crowd:

$$\forall k: \|c - m_k\|_2 \geq D,$$

(13)
as in [24]. The rotation of the feet does not affect directly this constraint.

E. Constraint on capturability

Given a preview horizon of $N$ samples, we achieve 0-step capturability (the ability to stop the motion of the CoM without having to make any extra step [25]) at the end of this horizon by making the last Capture Point sample $\xi_N$, defined as

$$\xi_N = \begin{bmatrix} 1 & \sqrt{h/g} & 0 \end{bmatrix} x_N,$$

(14)
reside inside the perimeter of the last step:

$$\begin{bmatrix} -l/2 & -w/2 \end{bmatrix} \leq R(\theta_j)^T \xi_N - s_j \leq \begin{bmatrix} l/2 & w/2 \end{bmatrix}.$$

(15)

Just like we did with the CoP, we can define a safe linear version of (15) as:

$$\begin{bmatrix} -\hat{l}/2 & -\hat{w}/2 \end{bmatrix} \leq R(\hat{\theta}_j)^T \xi_N - s_j \leq \begin{bmatrix} \hat{l}/2 & \hat{w}/2 \end{bmatrix},$$

(16)

with the appropriate reduction of the size of the foot described in (7).

### TABLE I: Parameters of biped robot

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Symbol</th>
<th>Value</th>
<th>Unit</th>
</tr>
</thead>
<tbody>
<tr>
<td>Height of CoM (1)</td>
<td>$h$</td>
<td>0.80</td>
<td>m</td>
</tr>
<tr>
<td>Feet dim. (6)</td>
<td>$l \times w$</td>
<td>0.25 \times 0.125</td>
<td>m \times m</td>
</tr>
<tr>
<td>Leg stride (10)</td>
<td>$L \times W$</td>
<td>0.30 \times 0.30</td>
<td>m \times m</td>
</tr>
<tr>
<td>Safety distance (13)</td>
<td>$D$</td>
<td>1</td>
<td>m</td>
</tr>
<tr>
<td>Radius of FoV</td>
<td>$R$</td>
<td>4</td>
<td>m</td>
</tr>
<tr>
<td>Horizon length</td>
<td>$N$</td>
<td>18</td>
<td>samples</td>
</tr>
<tr>
<td>Ref. vel. (17)</td>
<td>$\dot{\hat{c}}_{ref}$</td>
<td>(0.5, 0)</td>
<td>(m.s$^{-1}$, m.s$^{-1}$)</td>
</tr>
</tbody>
</table>

IV. MODEL PREDICTIVE CONTROL FOR WALKING

We define objectives to describe the tasks we want the robot to perform: 1) move the CoM at a reference velocity $\dot{\hat{c}}_{ref}$, 2) keep the CoP at the center of the foot for improved balance, 3) minimize the jerk of the CoM for smoothness of its motion and regularization, 4) align the feet with the direction where the CoM is moving 5) stop the robot at the end of the horizon to ensure capturability. In summary, we consider the following objectives:

$$g = \begin{bmatrix} \dot{c} - \dot{\hat{c}}_{ref} \\ p - s_j \\ \dot{\theta} \\ (\cos(\theta_j), \sin(\theta_j)) \times \dot{\theta} \\ p_N - \xi_N \end{bmatrix} = 0$$

(17)
in the following OCP:

$$\text{minimize} \sum_{i=1}^{N} \|g(\hat{c}_i, s_j, \theta_j)\|^2_{Q}$$

subject to

$$\theta_j \in [\theta_j^-_{j-1}, \theta_j^+_{j-1}],$$

(18)

where $Q$ is a diagonal matrix of weights.

The function $g$ is nonlinear with respect to $\theta_j$ so we apply a Newton method and consider $I$ successive linearizations. After each iteration we adapt the interval of rotations for the $j^{th}$ foot $[\theta_j^-, \theta_j^+]$ based on the previous optimal rotation of the $(j - 1)^{th}$ foot $\theta_{j-1}$:

$$\theta_j = \theta_{j-1} - \frac{\Delta \theta}{2}, \quad \theta_{j} = \theta_{j-1} + \frac{\Delta \theta}{2}.$$

(19)

V. SIMULATION RESULTS

We evaluate the performance of our controller by simulating a robot and a crowd walking in opposite directions. As in [24], we assume that: people walk at constant velocities, they do not try to avoid the robot and we disregard collisions among them. The parameters of the robot are specified in Table I.

We use the notion of a Field of View (FoV): the maximal distance around the robot at which it is capable of perceiving persons/objects. We do not consider occlusions in perception, making the robot aware of the current position and velocity of everybody within the FoV.
Figure 4 shows the results obtained in a typical simulation. The parameters of the controller and the crowd for this scenario are specified in Table II. The figure shows all the steps made by the robot during the simulation. The robot changes its orientation several times to avoid the people in the crowd. Once the robot overcomes the crowd, it changes its orientation back to 0 degrees to more efficiently track its reference velocity \( \dot{v}_{\text{ref}} \).

### B. Comparison with standard SQP

We make a comparison between our proposed method to handle nonlinear constraints and a standard SQP. The proposed SQP solves the following nonlinear problem with nonlinear constraints:

\[
\begin{align*}
\text{minimize} & \quad \sum_{i=1}^{N} \| g(\vec{r}_{i}, s_{j}, \theta_{j}) \|^2_Q \\
\text{subject to} & \quad \theta_{j} \in [\theta_{j}^{\min}, \theta_{j}^{\max}], (2), (6), (10), (13), (15) \quad (20)
\end{align*}
\]

We make 600 simulations (300 with our method and 300 with SQP) of the robot walking in randomly generated crowds according to the parameters shown in Table III. We generate and store 25 different crowds with speed \( \dot{m}_{k}^{p} \) that only differ in the initial positions \( \{m_{k}\} \) and speeds \( \{\dot{m}_{k}^{p}\} \) of each person. Their initial positions vary uniformly over an area of \( 10 \times 8 \) [m²] while their speeds \( \{\dot{m}_{k}^{p}\} \) follow a normal distribution \( N(0, 0.5) \). During simulations, we test the performance of the controller with each \( \Delta \theta \) and each \( I \) against each of the 25 crowds generated for \( \dot{m}_{k}^{p} \). Simulations last 20[s] or until a collision or a kinematic/dynamic failure occurs.

Results are shown in Figure 5. We take as base case \( \Delta \theta = 0 \). When we solve it with either method the results are: less than 1.5% of all Newton iterations are infeasible, 12% of simulations end up in a previewed collision and 0% of simulations end up in a nonpreviewed kinematic or dynamic failure. When the OCP becomes infeasible we can continue executing the last computed trajectory until it becomes feasible again. If this does not happen, the last computed trajectory ensures that the robot will come to a stop before any collision happens, as in [24].

When we solve the nonlinear problem using SQP with only one Newton iteration we have that, for all \( \Delta \theta > 0 \), all simulations end up in nonpreviewed kinematic/dynamic failures. This means that the solution given by a single Newton iteration does not satisfy the nonlinear constraints. With higher values of \( I \) the failure rate reduces dramatically and the collision rate improves with respect to the base case. However, the failure rate increases with the length of the interval of rotations because the linearizations become less reliable.

When we solve the problem with safe linear constraints, the problem is feasible all over the interval of rotations, therefore, the failure rate is zero. However, the augmented constraints reduce the mobility of the robot and collision avoidance is, in general, not as good as with an SQP but still equal or better than the base case. The number of infeasible iterations is very similar to what we obtain with an SQP.

The best choice for SQP seems to be \( I = 3 \) iterations with \( \Delta \theta = 15[\text{deg}] \). Observe that the same performance can be obtained with the method of safe linear constraints with just \( I = 1 \) and \( \Delta \theta = 15[\text{deg}] \).

### C. Computational complexity

The OCP (20) contains 42 decision variables. The number of constraints is proportional to the number of obstacles in the FoV which is less or equal to \( M \). In our simulations the total number of constraints oscillates between 300 and 600. A single iteration of this problem is solved on average in 0.51[ms] on a laptop with a 3[GHz] Intel Core i7 CPU.

### VI. Conclusions

We presented a method to adapt the rotation of the steps of the biped robot to allow it to face its direction of motion. Rotations on the feet introduced nonlinear constraints in the formulation of the controller. We guarantee the satisfaction of these nonlinear constraints at every Newton iteration. To do so, we wrote linear constraints that are safe with respect to a given interval of rotations. We made simulations to showcase the real-time performance of the controller and compared it with a standard SQP.
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### TABLE II: Parameters of scenario A

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Symbol</th>
<th>Value</th>
<th>Unit</th>
</tr>
</thead>
<tbody>
<tr>
<td>Size of crowd</td>
<td>( M )</td>
<td>20</td>
<td>persons</td>
</tr>
<tr>
<td>Vel. of the crowd</td>
<td>( \dot{m}_{k}^{p} )</td>
<td>-0.5</td>
<td>m.s(^{-1})</td>
</tr>
<tr>
<td>Vel. of the crowd</td>
<td>( \dot{m}_{k}^{p} )</td>
<td>( N(0, 0.5) )</td>
<td>m.s(^{-1})</td>
</tr>
<tr>
<td>Length of interval</td>
<td>( \Delta \theta )</td>
<td>30</td>
<td>degrees</td>
</tr>
<tr>
<td>Number of Newton iterations</td>
<td>( I )</td>
<td>1</td>
<td>-</td>
</tr>
</tbody>
</table>

### TABLE III: Parameters of scenario B

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Symbol</th>
<th>Value</th>
<th>Unit</th>
</tr>
</thead>
<tbody>
<tr>
<td>Size of crowd</td>
<td>( M )</td>
<td>16</td>
<td>persons</td>
</tr>
<tr>
<td>Vel. of the crowd</td>
<td>( \dot{m}_{k}^{p} )</td>
<td>-0.5</td>
<td>m.s(^{-1})</td>
</tr>
<tr>
<td>Vel. of the crowd</td>
<td>( \dot{m}_{k}^{p} )</td>
<td>( N(0, 0.5) )</td>
<td>m.s(^{-1})</td>
</tr>
<tr>
<td>Length of interval</td>
<td>( \Delta \theta )</td>
<td>{0, 15, 30, 45}</td>
<td>deg</td>
</tr>
<tr>
<td>Number of Newton iterations</td>
<td>( I )</td>
<td>{1, 3, 5}</td>
<td>-</td>
</tr>
</tbody>
</table>


The figure shows the trajectory of the feet over the course of the simulation.

**Fig. 4:** Adapting the rotation of the feet of the robot while walking in a crowd. The robot walks to the right and the crowd walks in the opposite direction. The figure shows the trajectory of the feet over the course of the simulation.

### REFERENCES


Fig. 5: Comparison between SQP and the method of safe linear constraints. The infeasible iterations are the proportion of the total number of Newton iterates that were infeasible. The collision rate indicates the proportion of simulations that ended in a previewed collision. The failure rate indicates the proportion of simulations that ended in a nonpreviewed kinematic or dynamic failure.