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Abstract—Most 2D graphic languages deployed on the Internet today lack the ability to represent the topology of contiguous regions efficiently. This is becoming problematic with the growing number of map-based applications. In this paper, we introduce a new graphical primitive, called SuperPath, to extend existing languages for 2D vector graphics, such as SVG. This primitive provides a way to represent the contours in a 2D graphic with a set of reusable chunks of contour. We present the motivations for this work with examples of 2D maps and some associated problems related to their editing, rendering, or adaptation. We give some results, which were obtained using the new primitive.
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I. INTRODUCTION

With the increasing diversity of terminals and networks, modern multimedia technologies need to address multi-publication and adaptation of multimedia services and documents to environmental contexts such as terminals and user preferences. Some previous works, like [1], have shown that the more structured a document is, with rich metainformation, the greater the capability to process it, to modify or adapt it.

In our work on multimedia documents, we usually work with common 2D graphic formats such as SVG –Scalable vector Graphics- or MPEG-4 BIFS –Binary Format for Scene- and MPEG LASeR –Lightweight Application Scene Representation- as well as other, more specialized languages (MIF –MapInfo Interchange Format-, InkML, etc.). SVG is becoming a common representation for 2D graphic documents (web browsers, Linux distributions) and, with the adoption of the Tiny profile by groups such as MPEG, OMA –Open Mobile Alliance- or 3GPP -3rd Generation Partnership Project-, it is expected to become a central format on mobile devices. The advantage of such representations is a complete knowledge of the topology of a drawing, enabling powerful processing and rendering. However, the main drawback of this approach is its complex data structure, not suited for usage on mobile devices. Moreover, such a structure is not well suited to our scenario, because the concepts used are too far from those available in SVG or MPEG-4 BIFS.

In a compromise between the planar map representation and the contour representation, the Flash format [5] defines Shape objects. Shape objects are the smallest graphical entity that can be manipulated: either for transformations or for user interaction. The content of a Shape object is a sequence of lines and curves, for which a color to the left, a stroke color and a color to the right are defined. This representation enables a very efficient conversion to bitmap and solves some of the problems mentioned in this paper (e.g. antialiasing and format compactness). On the other hand, there is no notion of region within a Shape, and points within a Shape cannot be reused in another Shape. It is therefore quite difficult to maintain the semantics of original regions in Flash content.

In [4], Dailey proposes useful new elements in the SVG language independently of our work. One of them has some aspects in common with our approach. A major advantage of our proposal compared to this work is to preserve structural information in a simple way, closer to the SVG design. We have furthermore followed a language-agnostic approach, applicable to other languages.

II. RELATED WORK

The following works and technologies described in this section are related to our proposal.

In [6], Gangnet & al. present the benefits of representing a 2D graphic by a structure where all the different regions don’t share anything except the borders. They call this structure a planar map. The advantage of such representations is a complete knowledge of the topology of a drawing, enabling powerful processing and rendering. However, the main drawback of this approach is its complex data structure, not suited for usage on mobile devices. Moreover, such a structure is not well suited to our scenario, because the concepts used are too far from those available in SVG or MPEG-4 BIFS.

The remainder of this paper is organized as follows. Section 2 describes related works. Section 3 presents the motivations of this work and explains the benefits of the SuperPath approach. Then, Section 4 proposes a syntax to use the SuperPath extension with SVG. Section 5 evaluates the proposal; finally, Section 6 concludes this paper and indicates future work.
III. RATIONALE OF SUPERPATH

In this section, we will first present the interest of such a primitive through an example. We then highlight a series of benefits of its adoption.

A. The map example

Fig. 1 represents some of the departments and regions of France. The regions are composed of several departments, thus the borders of each department belong to two polygons, those in neighboring departments, and also to the polygons that define the regions. Finally, it is common that a department border is defined by the course of a river. Some contour chunks will be redefined up to five times in the same way: two for contours of the departments, two for the contours of a region, one for the course of a river.

Figure 1. A map with reuse of some geometric elements

Such a representation is common for a map; two neighboring contours commonly share a piece of contour. Existing languages for 2D vector graphics such as SVG cannot currently express this relationship. This leads to problems in several applications when editing, adapting or rendering graphics. The following section details the benefits of using a more adequate representation.

B. Benefits of SuperPath

Benefit 1 – To enable coherent adaptation

If the SVG file contains the information that two chunks of contours are the same, both contours can be adapted in a coherent manner, processing it only once (Fig. 2) and avoiding artifacts produced by divergent adaptations (Fig. 3). Here, a point in the middle of the red diagonal is moved to the left on the grid while the corresponding points on the blue and green path don’t move, leaving a hole between them.

Xiaofeng [9] presents a detailed paper about how to adapt some vector graphics to reduce their complexity. Kazi-Aoul [7] presents the most common reasons to adapt a multimedia document to a particular context.

Figure 2 Coherent adaptation: two neighboring polygons share a border part; when adapting that part, the adaptation must be coherent

Figure 3 Artifact due to divergent adaptation of the diagonal on different contours; by rounding a coordinate in the red polygon, we move a point and we create a hole which can be avoided if we know that polygons red, green and blue share some parts
Benefit 2 – To facilitate editing the contours

If the SVG file contains the information that two chunks of contours are the same, an editor can suggest to the user either to modify both in the same manner, or to make different modifications.

Benefit 3 – To manage the anti-aliasing problem

The rendering model of SVG, commonly shared by other technologies, presents a problem with regards to anti-aliasing as illustrated in Fig. 4. The SVG rendering model assumes that drawing on the canvas follows the painter's algorithm, i.e. objects encountered first in the document are drawn first, and objects following in the document are rendered on top. Imagine that a black triangle is rendered first against a white background. Its border will be anti-aliased using a mix of white and black giving some grey pixels. Then, when another black triangle is rendered, sharing a side of the previous triangle, its borders will be anti-aliased as a mix of black and previously rendered grey pixels. Hence, instead of having a mix between black and black, which is black, the result is a mix between black and grey which is dark grey. So, some pixels on the border between both triangles are brighter than they should be. In such a case, knowing that the border is common between both black triangles would make it possible to produce a better anti-aliased result.

![Figure 4 Two black triangles (a) with common anti-aliasing problem (b) and without (thanks to SuperPath)](image)

Benefit 4 – To reduce the file size

For a lot of vector graphics, among which maps and cartoon drawings, the main part of the data resides in the representation of the points that define the contours. When a group of points is duplicated, the file size is unnecessarily increased. Using a single representation of duplicated group of points will therefore reduce the file size.

Holes are contours inside a contour which define a region excluded from the main contour (and presumably transparent). Using a better representation of duplicated chunks also allows for better representation of holes.

![Figure 5 Representing holes always implies reusing parts of paths](image)

Benefit 5 – To optimize the display

A player that knows that two chunks of contours are the same can optimize the rendering operations, for example performing the linearization of Bezier curves into straight segments only once.

More generally, it is useful and simple to preserve the semantics of chunk identity for various processing applications covering a wide range of scenarios.

IV. SUPERPATH IN SVG

This section presents the solution offered by SuperPath to the aforementioned problems and then details the proposed syntax for the SVG language.

A. Principles

As mentioned above our approach is language-agnostic and can be applied to any vector graphic format using a contour-based representation of objects. To add SuperPath, there are generic principles to follow for these formats.

Defining the chunks

We need to introduce the concept of chunks using the target language model. As a chunk can be used by different contours with different display styles, a chunk must not be dependent on a style. The chunk therefore only contains geometrical data (points and control points).

Using chunks references

We need to be able to reuse these chunks in different shapes. This is usually achieved through an explicit or
implicit identifier for the chunk and further referencing in each shape which uses this chunk. Obviously, if the targeted language has syntax to express references, we need to be coherent with that syntax for chunk referencing (e.g., SVG xlink or BIFS DEF/USE mechanisms).

**Reversing the chunk order**

As illustrated in Fig. 6, duplicated chunks could be used as they are first defined or in the reverse order. The syntax must enable such usage.

![Figure 6 Three shapes and the sequence of points along each contour](image)

**Defining chunk joins**

We need to define how two successive chunks of a path are joined. The simplest way is to draw a line between the end of a chunk and the beginning of the next.

**B. Proposed syntax for SVG**

In this section, we present a syntax of SuperPath for the SVG language which is compact and easy to author. We propose the following new SVG elements:

- `<superpath>`: this element has no specific attribute. It supports traditional SVG attributes such as `id`, `transform`, `class`... It is used as a container element for the elements below and defines its own styling.
- `<subpath>`: this element declares a chunk used in a SuperPath. Its syntax is the same as the standard SVG `<path>` element, but the semantics are different. This element is only displayed when it is a child of a `<superpath>` element.

A subpath can have two forms:

- It can contain a `d` attribute, analog to the one in the path element; if it has an `id` attribute, then the `d` part can be reused by referencing another SuperPath.
- It can contain an `xlink:href` attribute which references the `id` of another subpath. In this case, its geometry is defined by the `d` attribute of the referenced subpath.

In addition, the geometry of a `subpath` can be used in the reverse order, as explained in 4.A. An “order” attribute is therefore defined with possible values 'direct' or 'reverse'; the 'direct' value is the default.

In both forms, the “cmd” attribute expresses how the subpath is joined with the previous one. There is currently only one possible value “line”, indicating that a straight line is used to join the chunks.

Please note that the definition of a chunk can be similar to the definition of the corresponding part of the original content. An overhead will come from the size of the references to the chunk.

As an example, Fig. 4 can be represented as follows:

```xml
<superpath id="redpath" fill="red">
  <subpath id="sp1" d="M...." />
  <subpath id="sp2" d="...." />
  <subpath id="sp3" d="...." />
</superpath>
<superpath id="greenpath" fill="green">
  <subpath id="sp4" d="M...." />
  <subpath id="sp5" d="...." />
  <subpath xlink:href="#sp1" />
</superpath>
<superpath id="bluepath" fill="blue">
  <subpath xlink:href="#sp2" />
  <subpath id="sp6" d="...." />
  <subpath xlink:href="#sp4" order="reverse" />
</superpath>
```

The `subpath` with id `sp1` is the one shared by the green and red shapes; the subpath with id `sp2` is shared by the red and blue shapes; the `subpath` with id `sp4` is shared by the green and blue shapes.

**C. Evaluation**

As explained previously, the SuperPath approach provides great advantages in many cases (adaptation, interactivity). We must however check the compactness of the proposed representation.

We have implemented a program which takes an SVG file, finds all the `<path>` elements, computes all reused
chunks and then produces an SVG file extended with the superpath/subpath elements (the process could be done in a SVG renderer, but the CPU cost will be repeated for each rendering and the semantic not apparent in the file).

We can note that when the original content has no path or when no path chunk is reused, our algorithm does not modify the content. For other cases, our algorithm produces files in which semantic information about regions is restored, thanks to <superpath>. We present below some results for relevant sample files.

Table I: Test set

<table>
<thead>
<tr>
<th>Filename</th>
<th>File size (KB)</th>
<th>Number of SVG paths</th>
<th>Number of points</th>
<th>Number of duplicated points</th>
<th>Cumulated path size (KB)</th>
<th>Path data/total size</th>
</tr>
</thead>
<tbody>
<tr>
<td>mapfrance</td>
<td>119</td>
<td>336</td>
<td>9452</td>
<td>5434</td>
<td>81</td>
<td>68%</td>
</tr>
<tr>
<td>Toon1</td>
<td>103</td>
<td>50</td>
<td>21179</td>
<td>12961</td>
<td>101</td>
<td>98%</td>
</tr>
</tbody>
</table>

We can see some results in Table II. The first column is the name of the original file. The second column is the size in kilobytes of that file. The third column is the size of the generated file using the <superpath> element.

The files used are SVG files taken from the web (maps from Wikipedia) or from previous projects (extracts from cartoons) [2][3].

Table II: Size with and without SuperPath

<table>
<thead>
<tr>
<th>SVG File</th>
<th>Original (KB)</th>
<th>With SuperPath (KB)</th>
</tr>
</thead>
<tbody>
<tr>
<td>AfricaMap</td>
<td>642</td>
<td>571</td>
</tr>
<tr>
<td>FranceMap</td>
<td>873</td>
<td>851</td>
</tr>
<tr>
<td>Toon1</td>
<td>103</td>
<td>105</td>
</tr>
<tr>
<td>GAEcho</td>
<td>102</td>
<td>55</td>
</tr>
<tr>
<td>G0005</td>
<td>36</td>
<td>34</td>
</tr>
</tbody>
</table>

We can see a reduction in size is observed in much of the test content, and in other cases the increase in size is quite small. GAEcho is a special case to illustrate the case where the whole points are duplicated; in that case, as predictable, the size is halved. The benefit (about size) mainly depend on the number of reused subpath/points. The main result here is: we benefit of a better structuration without cost in size.

The reduction could be really greater if the file were properly built, particularly in maps. As an example, it is common with hand-made maps that the frontier between two regions is present in two <path> elements with slight differences due to the authoring tool. In such cases, our algorithm cannot currently determine that the points are semantically identical, and the resulting file size is therefore not as compact as it could be if the content were properly authored.

D. Conclusion

We have shown that a SuperPath feature is quite useful for modern vector graphic formats. We have also described how such a feature could be introduced into these languages, and provided the proposed syntax for the SVG language. This syntax has been tested on several sequences and generally provides a reduction in size.

In future work, we will further improve the structure for better compactness of the representation and investigate other chunk join types. We plan to propose this feature to the W3C SVG Working Group, and to propose a similar feature in MPEG-4 BIFS.
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