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Abstract—Software product lines engineering decreased the complexity of the development of products that share common features, and variability modeling helped define and manage the commonalities and differences between family products. That’s why, through the years, many SPL languages have been proposed, tested, extended, experimented in case studies, and then developed even more. The proliferation of the modeling languages has made it difficult for engineers to select the appropriate one, depending on the domain context and on the user requirements. This paper first presents a panorama of the Software product line (SPL) modeling languages that have been proposed in the last two decades. A survey of few selected modeling languages is given in order to clarify their processes and the difference between the notations they use to specify requirements and to express commonality and variability. The article then provides software product line engineer with a guide that helps selecting the appropriate SPL modeling language, depending on the projects’ constraints and requirements. The proposed practical guide is composed of a list of criteria that represent a basis for a comparative survey.
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I. INTRODUCTION

Software product Line (SPL) engineering consists of designing and creating an assembly of elements sharing features, functionalities or common architectures, while meeting the needs of a specific category of stakeholders [1]. Both researchers and engineers are interested in this paradigm for it solves the complexity of the design and the development of software families. Reusability is a key concept in the SPL engineering: it captures the information available in the environment of the application and uses it in the development of related products while managing variability. Consistently with [2] [3] [4] [5] variability is defined in the rest of this paper, as the variation between systems belonging to a Product Line (PL) in terms of properties and qualities.

Since their introduction by Kang et al. [6], there has been a continuously growing number of SPL modeling languages. Through the years, several research papers and articles have reviewed and analyzed them from different aspects, and for different purposes. For instance, [34] proposes an evaluation framework for comparing Product Line Architecture design methods; [35] synthesizes and assesses the evidence regarding the effectiveness of proposed solutions, which resulted into a 12 categories comparative study; [13] presents a comparative framework for evaluating notations for requirements variability modeling. An evaluation of SPL modeling languages was held in [37], where Moreno-Rivera and Navarro report a systematic review (SR) of SPL approaches. Sinnema and Deelestra [38] introduce a classification framework of six variability-modeling techniques [39] provides an overview on the topics and trends of software variability management. Czanecki et al [41] compare feature models to decision models in a 10 dimension comparative study. Chen & Babar [42] propose a structured systematic literature review of variability management approaches [43] summarizes major research achievements in the field of SPL engineering and variability modeling using a standardized software product line framework.

This paper relies on these research papers to elucidate a wide range of selection criteria for SPL languages. The goal is to provide a guide for product families’ engineers and developers that helps them choose a SPL modeling language according to a list of significant requirements defined along those criteria. We discuss and analyze how does each method scores, in terms of maturity, variability modeling, ease of use and update.

Section 2 describes the methodology and presents a panorama of SPL modeling languages. Section 3 presents the proposed practical guide for the selection of SPL modeling language. The paper concludes with a structured discussion on the strengths and weaknesses of each modeling language analyzed in the paper according to a group of criteria selected from the guide.

II. METHODOLOGY

The methodology we used to select SPL modelling languages and analyzed them is a mix of literature review and subjective qualitative analysis. As Figure 1 shows it, the practical guide was produced in 5 steps, the first 3 for selecting modeling languages, the last 2 to analyze them.

![Figure 1: Paper methodology](image)

Conference and journal papers were selected from a wide range of computer science databases. The first goal was to identify primary studies of the software product lines modeling languages. During this activity we explored the IEEE Digital Library, ACM Digital Library, Science@Direct, MetaPress, Wiley InterScience, and Google Scholar. The work was not...
conducted as a systematic literature review as exhaustivity was not a major concern at this stage of the research project.

In order to get a meta view on SPL modeling languages, we selected papers that report state of art, literature (systematic or mapping) reviews, and surveys on SPLs as long as they were relevant to our preliminary reading and study. These papers were used as a reference (a) to detect a large collection SPL modeling languages, and (b) to get a first understanding on how they can be compared with each other.

The second step of our work aimed at describing representative modeling languages. In addition to the papers found in the earlier stage, PhD theses were used as input references. Our approach for filtering these documents were:

- We selected methods from different paradigms (Feature oriented, Object oriented and Family Oriented)
- We filtered the methods that had the most citations in state of art papers, surveys and literature review papers

For each method, we identified:

- We selected methods that address both domain engineering and application engineering…
- Last, we constructed a collection of comparison criteria for SPL modeling languages. 4 categories of criteria were defined: maturity, variability modeling, ease of use and update possibilities, and applied to the SPL modeling languages identified during the earlier stages of the work.

III. SURVEY OF SPL MODELING LANGUAGES

In the past 25 years, more than SPL 50 modeling languages have been developed. Figure 2 presents a panorama of some of these notations in a 2 dimensional framework structured around time (vertical dimension) and conceptual proximity (horizontal dimension). We chose to put forward 6 particular languages that we found presentative either for their basic concepts, or for the engineering processes or tools that go along with them.

![Figure 2: SPL modeling languages](image)

- **A. FODA**
  - Feature Oriented Domain Analysis (FODA) is a domain analysis method [6] in which requirements are expressed under the form of features, which are used as the basic building blocks to specify similarities and differences between products of a family. In FODA features are used both to describe domains and to configure products. The extent of a domain is defined through domain analysis where the target collection of products is specified by intent in a structured diagram that combines features with dependencies.
  - Domain models make an explicit representation of some common features and all variable features of a family of products. Domain entities are selected from the application and domain knowledge, through a context analysis. They are then described in feature models with constraints that are specified either by dependencies described as feature-to-feature links, or textually when the graphical representation is not powerful enough to express them. In order to achieve this, variability and commonality are modeled in a functional model. Then, the structure of the software implementations is established in the architecture modeling phase, where a set of architectural models for building application are shown in the form of packages.

- **B. FORM**
  - Feature Oriented Reuse Method (FORM) [7] is a method that focuses on capturing commonalities and differences in terms of features and uses the analysis results to develop architectures and domain components. Domain objects are
collected in domain engineering phase and can be prepared for reuse in the development of applications for a given domain in the architecture modeling phase.

C. FeatuRSEB

FeatuRSEB [8] is a method that combines FODA and RSEB (Reuse-Driven Software Engineering Business) by integrating the features model of FODA and the use cases of RSEB [9]. RSEB is a process that guides systematic reuse based on UML, which is used for modeling variability. The domain scoping and the choice and definition of the requirements are determined during the Domain Analysis phase. The process of FeatuRSEB includes the construction of a use case diagram for the product line simultaneously with feature model development. The use case diagram includes the list of the domain actors and the features model.

D. PLUSS

Product Line Use case modeling for System and Software Engineering (PLUSS) [10] is also an approach that combines the use of features models with use case diagrams to illustrate the point of view of a high-level product family. In PLUSS, all changes are managed using a common feature model that provides a complete overview of all the variability is the use case model. After collecting information through questionnaires or documentation, the requirements analysis comes, to describe the interactions between the system and actors. The product family requirements are captured in a use case diagram, and variability within this family is injected in the features model. Information concerning the types of features are then added, for example in use case scenarios.

E. ODM

Organization Domain Modeling (ODM) [11] focuses primarily on domain engineering for existing systems. However, it can be applied to the specification of requirements for new systems too. The engineering process of ODM starts with scoping and planning the domain. The possible combinations of features are specified in the domain modeling phase. First by capturing the semantics, then by modeling features that indicate commonalities and differences within a family of products, and finally by generating a list of profiles.

F. FAST

The purpose of Family-Oriented, Abstraction, Specification, and Translation (FAST) [12] is to make the software engineering process more effective by reducing the work redundancies and decreasing production costs and access times. Domain Engineer develops and acquires the basic assets of the product line, then the application engineer generates application systems that adapt to the customer needs.

The next chapter presents the propose guide. We first present our original list of criteria, then show how they can be used by comparing the 6 languages selected and presented above.

IV. THE PROPOSED GUIDE

The guide was constructed around a list of criteria similar to [13]. This list is the basis of our analysis and comparison; it discusses the maturity of the SPL modeling languages, the guidance of the modeling activity, the ease of use and the possibilities of evolution.

A. Criteria

- The performance of a SPL modeling languages can be evaluated according to different perspectives. In the following, we elaborate a list of criteria that provides a common ground for comparing and analyzing these languages.

1) Category:Maturity

This category aims to indicate the maturity of a particular modeling language according to:

- Fields of application: to distinguish the ones designed for a specific area from more generic ones.
- Extensions: to determine if the modeling language aroused the interest of other researchers.
- Roots of the method: The maturity also depends on the research organization from which it originated. Some modeling languages are more developed than others because they are carried out by SPL specialists.

2) Category: Variability modeling

Variability is the keys concepts of SPLs, that is why the ways this variability is modeled by the different languages is something to take into consideration. In this category, we will shed some light on the following:

- Dependencies: The features of a product line are linked and each influences the behavior related features. Adding or changing these features must be managed so as not to affect the simplicity and relevance of the full model.
- Identification of variability points: The method uses diagrams or models in which the modeling of the variability is supported

3) Category: Using the approach

The availability of information about a SPL is crucial for its comprehension, tool support is also needed for implementation. This category exposes:

- Readability: The feature model is a reference. It is consulted by the various stakeholders, thus, it should be easy to read, understand and apply.
- Simplicity: The user needs should be represented and comprehensible with the minimum of objects
- Technical Support: The modeling language must manage requirements and model the variability through mature tools.
- Documentation: The documentation is paramount in choosing the appropriate language. This manual should be consistent and clear in describing the language.

4) Category: Update

Due to its constant evolution, a SPL language has to take into consideration these parameters:

- Evolution: An SPL has a very dynamic nature, the requirements are constantly redefined. The template update method should be possible via the addition of new requirements if necessary.
- Adaptability: The model must be able to meet the specific needs of each context.
- Scalability: The model must allow for large scale systems modeling

B. Analysis and discussion

In the following chapter, we will compare FODA, FORM, FeatuRSEB, ODM, PLUSS and FAST. This comparison will be
based on maturity, variability modeling, ease of use and update. Figures 3, 4, 5 and 6 recapitulate the results.

The notations +++ , ++ , + and – carry the values 3, 2, 1, 0 and -1. The most advanced modeling language following a certain sub-criteria is rewarded with a +++ , and so on until the least one represented with a -. The / is a neutral judgment, It is the equivalent of 0. The argumentation behind this notation is undertaken in the discussion.

1) Maturity

<table>
<thead>
<tr>
<th></th>
<th>Dependencies</th>
<th>Variability identification</th>
<th>Conflict resolution</th>
<th>Global rates</th>
</tr>
</thead>
<tbody>
<tr>
<td>FAST</td>
<td>/</td>
<td>+</td>
<td>/</td>
<td>1</td>
</tr>
<tr>
<td>PLUSS</td>
<td>++</td>
<td>++</td>
<td>-</td>
<td>3</td>
</tr>
<tr>
<td>ODM</td>
<td>/</td>
<td>+</td>
<td>+</td>
<td>4</td>
</tr>
<tr>
<td>FeatuRSEB</td>
<td>+++</td>
<td>+</td>
<td>-</td>
<td>4</td>
</tr>
<tr>
<td>FORM</td>
<td>+++</td>
<td>+</td>
<td>-</td>
<td>3</td>
</tr>
<tr>
<td>FODA</td>
<td>++</td>
<td>+++</td>
<td>+</td>
<td>6</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Domains of application</th>
<th>Extensions</th>
<th>Roots of the method</th>
<th>Global rates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Figure 3 : Matrix of maturity**

Since its initial development, the FODA method has boosted productivity and research in the field of product lines. The relevance of this modeling language and its ability to model, manage and make use of reusable elements has been shown through several projects [14] [15] [16] [17] [18] [19] [20] [21] [22]. Other methods have emanated from FODA. One of these methods is FORM, which fundamental observation is that FODA is very focused on domain engineering, but does not give much details on actual reuse. FORM was also applied to several projects [23] [24] [25] [26].

FeatuRSEB is also a descendant of FODA. It was the first to introduce UML concepts in the expression of variability. Since its creation, in 1998, FeatuRSEB gave birth to several extensions including HyperFeatuRSEB and FeatuRSEB/sys, and also inspired researchers to complement features models and FODA notations by the UML diagram [27]. PLUSS was one of the many methods that came afterwards, and used UML notions to complete the expression of variability. This method was also applied to some projects [28] [29].

ODM was originally developed as a design phases of the Reuse Library Framework (RLF) [30], it was then developed and applied on a small project within Hewlett -Packard, as part of the Air Force CARDS program. This method was further refined at Unisys Corporation and was applied to the STARS program [31]. Several stakeholders contributed to the development of this method making it one of the most mature.

2) Variability identification and representation

FODA models variability through mandatory, optional and alternatives features, and describes the importance of each of these features via a “Rationale”, thus determining their priorities and justifying their selection. The “Rationale” is an information related to features under the form of an attribute, which allows for the selection or not of the feature in a given context. Conflict resolution through “Rationale” also takes place in the ODM, in the interpretation model, but is not considered in the remaining methods. The relations which connect the features of a product line are described in the features model. Vertical dependencies (Requires and exclude) that connect features belonging to different levels of the tree of the feature model are supported by FODA, FORM, FeatuRSEB and PLUSS. The horizontal dependencies which describe the relations between features that belong to the same level are operated by FORM (Composite of and generalization) and by FeatuRSEB (refinement). FODA is particularly suitable for the construction of reusable elements and modeling variability through the features and functional models. Features models are effective in modeling variability points, that’s why all the methods make use of is. It is often accompanied by additional diagrams. It has even been proven in [32] that the FODA original features diagrams called OFD, are the most complete and that the proposed extensions, even though complete the basic model, do not add much expressiveness.

The variability can also be expressed through UML diagram, like in FeatuRSEB and PLUSS. In FeatuRSEB, the variability points are expressed in the use case diagrams. A features model is connected to the UML diagram thought, offering a panoramic view of the SPL. In PLUSS, the features model provides a high-level view of the variability in the product family. FAST documents the variability in a written document.

3) Use of the approach

The FODA formalism is intuitive, precise and unambiguous, as confirmed by Gliss [33]. The great popularity of the method is in part due to its ease of use. All methods facilitate the expression of user needs and the overall understanding of the product line through diagrams with which the user is familiar, such as the feature model, the use case diagram or the concept model.

In terms of simplicity, the FODA features model is the simplest and lightest. FORM is simple, if not the lack of clarity in the mapping between the features model and the final architecture of the SPL. FeatuRSEB and PLUSS combine the use of features models with UML diagrams, something that facilitates modeling on one side and the understanding of it by
the final user on the other side. Finally, ODM is very comprehensive but complex; several models are connected, one complementing the other which makes the reading of the overall a bit complicated. The use of the methods and their extensions is simplified by numerous support tools. They manage the features models, the features combinations and configurations. The available documentation for each method is a considerable asset. The better the process of a method is explained and detailed, the easier it is for a user to build the SPL. In our research, we found that FODA, FORM and ODM are clearly described, handy and very complete. The diagrams used in the modeling are defined and applied to some examples. Same goes for the engineering process followed and the key concepts.

FeatuRSEB, PLUSS and FAST are described in specialized articles, concise but short. The detail required for a proper assimilation is hardly collected.

4) Update

<table>
<thead>
<tr>
<th>Method</th>
<th>Visibility</th>
<th>Simplicity</th>
<th>Technical Support</th>
<th>Documentation</th>
<th>Global Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>FAST</td>
<td>3</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>11</td>
</tr>
<tr>
<td>PLUSS</td>
<td>5</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>9</td>
</tr>
<tr>
<td>ODM</td>
<td>3</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>9</td>
</tr>
<tr>
<td>FeatuRSEB</td>
<td>4</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>9</td>
</tr>
<tr>
<td>FORM</td>
<td>4</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>7</td>
</tr>
<tr>
<td>FODA</td>
<td>4</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>11</td>
</tr>
</tbody>
</table>

Figure 5: Ease of use Matrix

As features may change, features models are also subject to change by including new features or changing the nature of existing ones. FODA and FeatuRSEB do not keep track of the changes reported to the features model, evolution is thus not supported by these methods. In FORM, ODM and PLUSS, new features can be injected through additional models. In ODM for example, after completion the domain modeling, further measures of development can be injected to the integrated domain model. In PLUSS, the product instantiation is done by adding new requirements to the use case. In FAST, the evolution plan is deduced from the analysis of similarities.

For its setting, FODA and FORM keep a generic model, applicable to different contexts. The components are adapted by instantiating the parameter values. To be able to keep the same performance for all levels of magnitude, FODA and FORM allow vertical scalability, the latter method also supports horizontal scalability. In FeatuRSEB and PLUSS, scalability is supported because the configuration is not made in the use cases model, thereby avoiding congestion and allowing the modeling of large systems.

V. CONCLUSION

The number of SPL modeling languages has multiplied consequently, making the task of choosing a particular one very complex. The purpose of this paper is to provide the SPL engineer with a practical guide, which helps select the appropriate modeling language depending on his interests and final goals. Also, to help him in his search for existing work on SPL, we presented a panorama of more than 50 SPL modeling languages in their chronological appearance. Among them were filtered for a brief review: FODA, FORM, FeatuRSEB, ODM, PLUSS and FAST. For each method we described the global goal, the engineering process and the variability modeling diagrams.

Our practical guide composed of a 4 groups criteria: maturity, variability modeling, ease of use and update. Each one of these is once again composed of 3 to 4 criteria, subject to discussion. We analyzed and compared the selected methods cited above, and were able to point out the strengths and weaknesses following a distinct criterion, hence attributing for the SPL modeling language, a score according to a specific criterion. The outcome of this analysis is collected and represented in a Radar Chat, as presented in figure 7.

Depending on the final user requirements and expectations, the SPL engineer can inject weights into a certain axis. For example if the user intends to evolve and expend the SPL over time, then the update axis takes over with a representative coefficient. If he wants to model variability using the lightest and most straightforward approach, in this case, the ease of use will be represented with the highest weight, and so on.

As a result of this work, the engineer can now easily choose methods from the panorama we presented in the first chapter, and compare them following our guide for better performances for the end user.
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