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Abstract—Numerous theoretical results have been obtained in the field of conformance testing, a very promising formal technique to improve dependability of critical systems. Nevertheless, developing on this basis PLC test techniques that produce correct conformance verdicts requires to take into account the real technological features of PLC. This paper proposes conformance relations that meet this objective. Examples illustrate the benefits of the contribution.
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I. INTRODUCTION

Since around twenty years, numerous researches have been carried out to improve PLC (Programmable Logic Controller) programs development by using formal methods based on well-defined models ([1], [2]). These works have yielded several worthwhile results in the domains of design ([3], [4], [5]), verification ([6], [7], to name a few) or implementation ([8]) of PLC programs. Whatever the benefits of these works, they are not integrating experiments on real PLC and assume that the whole program, in an IEC 61131-3 language for instance, is known, at the end of design or before verification or implementation. This knowledge is not the main concern of the end-users of critical automated systems. On the other hand, these users want to be sure that the PLC that executes this program behaves as specified, on the basis of experiments; this means that, whatever the current values of the PLC inputs and outputs and the sequence of inputs that is sent to the PLC, it generates the sequence of outputs that is planned in the specification. This explains why conformance testing is gaining a strong interest in industry and is advocated ([9], [10], for instance) for controllers of critical systems, like railway transport, power production and distribution.

The overall aim of conformance testing is indeed to check experimentally whether an implementation, seen as a black-box with inputs and outputs, behaves as specified. In this paper, the implementation will be a PLC which executes cyclically a control code that may have been generated automatically from the specification or not. The objective of this test technique (Figure 1) is to check whether the execution of this code by the PLC conforms to the specification, only by observing the output changes in response to the input changes; the code itself is unknown (black-box approach). It must be underlined that, compared to test techniques based on simulation [11], conformance testing does not require to build a model of the controlled plant; hence, the test results are more generic.

Several worthwhile theoretical results have been obtained in the domain of model-based conformance testing by using different formal specification models: Mealy machines -or finite state machines- ([12], [13]), Petri nets [14], labeled transitions systems [15]. They have been mainly applied to test communication protocols [16]. More recently, conformance testing of PLC that control critical systems has been addressed [17], [18]; in this work, the specification is represented as a Mealy machine, a formalism for Discrete Event Systems with inputs and outputs which is well-suited to describe the external behavior of a PLC. This formal specification can be obtained from a model in a tailor-made language, as presented in [19]; another example of such a translation of a model
in an industrial language into a formal model may be found in [20]. Selecting this formalism implies that only non-timed systems will be considered in what follows. A timed model, in the form of a timed automaton for instance, may be indeed non-deterministic, e.g. because the time intervals that define the guards of two concurrent transitions starting from the same state are overlapping. To be selected as the specification of a controller, which must be compulsorily deterministic, such a model shall be previously determinized, by using for instance the formal techniques presented in [21]. However, these worthwhile theoretical results are rather new and will be only considered in further work on model-based testing of PLC. 

The aim of this paper is to improve the previous results on model-based conformance testing of PLC by proposing two conformance relations that allow correct test verdicts to be delivered in a reduced time. In the previous works indeed [22], the conformance verdict was delivered after a predetermined time that corresponded to the longest computation time of all outputs, for every test step; hence, the overall duration of the test was unnecessarily long. The core idea of this paper is to base the conformance verdict on a variable-length sequence of observations of the outputs for several consecutive PLC cycles and not on a unique observation after a fixed time. The number of observations that will appear in the proposed conformance relation will permit to determine the lower bound of the duration of each test step, and consequently of the whole test duration. A beneficial consequence of this choice is that the conformance verdicts are more reliable because incorrect evolutions which lead to a correct state are detected, which was not the case with the previous approach. This article extends the work presented in [23] so that several transitions may be fired sequentially for a unique change of the input values. Moreover, more detailed examples of testing of correct and flawed implementations are given to illustrate the benefits of our proposal.

The outline of the article is the following. A reminder on conformance test of Mealy machines is proposed in the second section. The experimental conditions of test execution on PLC are given at section III. Section IV permits to define conformance relations that lead to correct conformance verdicts; these relations are exemplified on cases of correct and flawed programs. Concluding remarks and prospects are drawn up in the last section.

II. BACKGROUND

A. Formal model of the specification

This work assumes that the industrial specification has been translated into a Mealy machine, a widespread formalism to represent the specification in conformance testing of non-timed systems, as presented in [22], for instance. Formally, a Mealy machine is a 6-tuple \( M = (I_M, O_M, S, s_{\text{init}}, \delta, \lambda) \) where:

- \( I_M \) is the input alphabet, finite set of input events \( i_M \)
- \( O_M \) is the output alphabet, finite set of output events \( o_M \)
- \( S \) is a finite set of states \( s \)
- \( s_{\text{init}} \in S \) is the initial state
- \( \delta : S \times I_M \rightarrow S \) is the transition function
- \( \lambda : S \times I_M \rightarrow O_M \) is the output function

The following assumptions will be made to build a conformance test sequence from this specification model:

- The transition function is complete and deterministic (i.e. every transition \( \delta(s \times i_M) \) with \( s \in S \) and \( i_M \in I_M \) is defined once and only once).
- The Mealy machine which describes the specification is minimal. This implies that every state is reachable from the initial state and distinguishable. More details on minimization of Mealy machines can be found in [24], [25], for instance.
- There is no unstable cycle, sequence of more than one transition, all labeled with the same input event, that returns to a state after having left this state. The absence of unstable cycle is a special variant of livelock freedom. It must be noted that self-loops are possible because a self-loop includes only one transition; hence, it is not considered as an unstable cycle.

B. Faults model

When the specification and the implementation are both represented by Mealy machines which satisfy the previous assumptions, the implementation conforms to the specification iff their I/O languages are equivalent; hence, language equivalence is the conformance relation. This relation is not satisfied when the implementation contains at least one of the following faults:

- output faults: when a transition is fired, the correct state is reached but the output event which is emitted is not that expected (output label of the transition in the specification model);
- transfer faults: when a transition is fired, the state which is reached is not that expected (destination state of the transition in the specification model) even if the right output event is emitted.

These two kinds of faults are illustrated at Figure 2 where the specification model \( M_{\text{spec}} \) contains 3 states \( S_M = \{s_1, s_2, s_3\} \), and is defined from an input alphabet \( I_M = \{i_1, i_2, i_3\} \) and an output alphabet \( O_M = \{o_1, o_2, o_3\} \); this machine satisfies the above assumptions. The implementation \( M_{\text{imp}} \) is defined on the same alphabets but includes one output fault and one transfer fault.

![Fig. 2. An example of specification model and flawed implementation](image-url)
C. Minimum-length test sequence construction

Two phases must be sequentially performed to test the absence of transfer and output faults in the implementation:

- Construction of a test sequence from the specification model. This sequence is an ordered list of test steps where a test step includes a couple of an input value that will be applied to the implementation and an output value that is expected. A test objective that defines the coverage percentage of the test must be mandatorily defined before building this sequence.
- Execution of the test sequence by a test-bench, electronic device that sends inputs to the implementation, observes its responses and compare these responses to those expected. Comparison of the observed outputs to the expected ones requires a conformance relation (language equivalence or that proposed in [26] or [27]) has been clearly defined previously.

The first phase is detailed in this subsection; the second phase is described at section III when the implementation is a PLC that executes a control program.

Formally, a test sequence is an ordered list of elementary test steps \( ct = \langle s_1, I_{exp}^x, s_2, O_{exp} \rangle \) where:

\[
\begin{align*}
    s_1 & \in S \\
    s_2 & \in S \\
    I_{exp}^x & \in I_M \\
    O_{exp} & \in O_M
\end{align*}
\]

- for each transition \( (s_1, s_2, O) \) of the specification, the PLC implementation must be in the state \( s_1 \), and the test-bench must send the input \( I_{exp}^x \) that causes the transition to occur.
- \( O_{exp} \) is the expected output value of the transition.
- For every self-loop on a state \( s_1 \), \( s_1 \) is the input event \( I_{exp} \) and \( \lambda(s_1, I_{exp}) \) is the output function of the PLC under test.

It will be assumed in what follows that the implementation model has the same number of states than the specification. In this case, the strategy to build the test sequence, called T-method [12], is to take at least once each transition of the Mealy machine that represents the specification; the test coverage is called "all-transitions" in this case. When the implementation model includes more states than the specification, other strategies are to be selected [28], [29]. Furthermore, if the implementation is a PLC, it is possible to build one continuous sequence that covers all transitions because it is always possible to return to the initial state from any state, by issuing a reset event that restarts the PLC.

Construction of the test sequence that meets this objective while being minimum-length\(^3\) is a well-known optimization problem which can be solved by applying the Chinese postman algorithm to the machine [30]. Moreover, if the implementation under test is a PLC that executes a control code, it is possible to reduce somewhat this sequence [17]. The input events correspond indeed in that case to combinations of logic inputs; when two successive transitions of the Mealy machine share the same input event, for instance the transition \( (s_1, I_{exp}, s_2, O_{exp}) \) and the transition \( (s_2, I_{exp}, s_3, O_{exp}) \), self-loop on the destination state of the previous transition, it is possible to test these two transitions in only one test step because the values of the inputs of the PLC are not modified during this step.

The complete test sequence \( TS \) obtained from the specification model of Figure 2 is given below:

\[
TS = \langle (s_1, i_1, s_1, o_1), (s_1, i_2, s_2, o_2), (s_2, i_1, s_3, o_3), (s_3, i_2, s_2, o_2), (s_2, i_3, s_2, o_2), (s_2, i_1, s_3, o_3), (s_3, i_3, s_1, o_1) \rangle
\]

It can be easily verified that this sequence meets the test objective (every transition of the specification is taken at least once) while it comprises 7 test steps and the Mealy machine 9 transitions. This comes from the selected strategy; the transitions \( (s_1, i_2, s_2, o_2) \) and \( (s_2, i_2, s_2, o_2) \), for instance, may be both tested during the second test step. This strategy may be used for every self-loop on a state which is labeled by an input event that is also the label of an incoming transition of this state.

Last, it must be noted that a test sequence does not define the duration of each test step, delay between the occurrences of the input events of two consecutive test steps, that must be greater than the delay between the occurrence of the input event of the first step and the occurrence of the expected output event of this step. This issue really matters however when testing real controllers that are not infinitely reactive; it will be addressed in section IV.

III. Test sequence execution

Once a test sequence has been constructed, it must be executed by using the experimental facility which is depicted Figure 3. This figure shows that:

- The test-bench includes a computer that executes the test program and an I/O module. Both devices are connected via a fieldbus.
- The logic inputs of the PLC under test are connected to the logic outputs of the I/O module of the test-bench.
- The PLC is also connected to the computer via the fieldbus.

![Experimental facility for test execution](image)

The structure of the programs which are executed by the PLC and the computer is shown at Figure 4. The PLC executes

---

\[^3\]The minimum-length sequence is the sequence that meets the test objective in a minimum number of test steps.
a classical I/O scanning cycle (Fig. 4a) and sends to the computer, through the fieldbus, its output values at the end of every cycle. It must be noted that the control code that corresponds to the computation of the variables (second phase of the cycle) is a priori unknown (black-box approach) and that no additional piece of code is added (non-intrusive approach). For each test step, the test program (Fig. 4b):

• sends to the I/O module an input combination that corresponds to the input event of this step, as detailed at section IV-A;
• observes the sequence of outputs that are generated at the end of every cycle by the PLC in response to this input change; the definition of the minimal duration of this observation is the topic of section IV-C;
• elaborates a test verdict on the basis of the observed and expected output sequences and according to the conformance relations which will be defined in section IV-D; once the verdict obtained, the input combination which corresponds to the next test step is sent to the I/O module if the verdict is positive (OK). Test execution is stopped otherwise (verdict KO).

To sum up, the PLC under test and the computer communicate via the I/O module and the network; the inputs of the PLC are sent by the computer via the I/O module and the outputs of the PLC at the end of every cycle are transmitted to the computer via the fieldbus.

It must be noted that all inputs of the PLC are changed synchronously by the test-bench and are read synchronously, but not necessarily at the same time, because the I/O module can modify its outputs at any moment of the PLC cycle; hence, the input vector read by the PLC is identical to the input vector defined by the test program. Last, it will be assumed in the sequel of this paper that the internal states of the implementation are observable by the PLC outputs, i.e. a different combination of outputs is associated to every state.

IV. CONFORMANCE RELATIONS

A. Defining alphabet from I/O combinations

Before building the conformance relations, it is important to note that usually a PLC is not an event-driven component but is time-driven, with time stamps defined by the I/O scanning, and does not receive/emit events but logic variables. Hence, the input and output events introduced in the definition of the Mealy machine must be defined from combinations of these variables, as follows.

Let $V_I$ (resp. $V_O$) be the set of Boolean input (resp. output) variables of the PLC. The input alphabet $I_M$ (output alphabet $O_M$) of the Mealy machine that describes the specification is composed of all the combinations of input (output) variables. The dimension of $I_M$ ($O_M$) is $|I_M| = 2^{|V_I|}$ ($|O_M| = 2^{|V_O|}$) and each element of the input (output) alphabet is represented by a minterm$^4$ defined on $V_I$ ($V_O$).

An example of a Mealy machine that represents, with these definitions, the expected behavior of a PLC with 2 input variables $V_I = \{a, b\}$ and 2 output variables $V_O = \{X, Y\}$ is given at Figure 5. This machine includes 4 states $S = \{1, 2, 3, 4\}$ and 16 transitions which are all labeled with Boolean combinations$^5$ of the input and output variables. This model will be used as the specification throughout this article.

B. PLC cycle and consequences

Only mono-tasking (or single threaded) PLC which are commonly integrated in automated systems will be considered

$^4$A minterm defined on a set of $n$ Boolean variables is the conjunction of all these variables in their positive or complemented form.

$^5$(.) represents the operator of conjunction and ($\overline{\cdot}$) represents the complement.
in this work. In this case, the control code is executed according to a cyclic I/O scanning (Fig. 4(a)) that can be periodic or not and comprises 4 phases:

- Inputs reading (R),
- Internal and output variables computation (C),
- Output values updating and transmission (U),
- Waiting time until the end of the period, if the cycle is periodic.

The two well-known consequences of this scanning are that:

- The response time (delay between the occurrence of an input change and the occurrence of the corresponding output change) is not equal to zero obviously and is variable.
- Asynchronous changes of input variables may be detected as synchronous.

The second issue appears when the PLC is connected to sensors that measure different non-correlated variables; when changes of several of these variables occur at different times during a PLC cycle, they are detected synchronously at the beginning of the next cycle. This is not the case when testing conformance of a PLC because all outputs of the test-bench (inputs of the PLC) are changed synchronously (Figure 7) at the beginning of a test step; therefore, this phenomenon need not to be considered in this work.

The first issue is illustrated at Figure 8. The response time stands between one (the input change occurs just at the end of cycle $i$ and is detected just after, at the beginning of cycle $i + 1$) and two (the input change occurs just at the beginning of cycle $i$ and is detected only at the beginning of cycle $i + 1$) cycles. The lower and upper bounds of this delay are then one and two periods, if the scanning is periodic, or once and twice the maximal value of the cycle otherwise.

C. Duration of a test step

It has been underlined, at the end of II-C, that a minimum-length test sequence obtained from previous works on conformance testing of Mealy machines does not define the duration of each test step. The objective of this part is to determine the minimal duration, in term of number of PLC cycles, of each step for three cases:

- test of a self-loop
- test of a transition whose source and destination states are different,
- test of successively fired transitions.

The conformance relation will be stated at the next section from the results of these three analyses.

Test of a self-loop: Testing a self-loop means that, from the active state ($S_1$ in Figure 9(a)), the input values are changed (from $I^i$ to $I^j$, $I^i \in I_M$, $I^j \in I_M$ and $I^i \neq I^j$ in the figure, assuming that the previous test step was that of the leftmost transition) and the expected output is that of the self-loop, while the active state remains the same. This value is identical to that of the previous test step because the destination state is the same for both transitions and the same output is associated to all transitions leading to a given state to distinguish every state.

According to the discussion of the previous section on the response time of a PLC, the minimum duration of a test step of cycle $i$ and is detected just after, at the beginning of cycle $i + 1$ and two (the input change occurs just at the beginning of cycle $i$ and is detected only at the beginning of cycle $i + 1$) cycles. The lower and upper bounds of this delay are then one and two periods, if the scanning is periodic, or once and twice the maximal value of the cycle otherwise.

7 The labels of the transitions in this figure and the following ones are noted as couples of input and output events, for readability reasons, but it is reminded that they correspond to couples of combinations of input and output variables of the PLC.
of a self-loop is equal to 2 PLC cycles, to be sure the input change has been correctly detected. This step will include two observations of the output values; these observations must be identical to deliver a positive conformance verdict.

Test of a transition whose source and destination states are different: A similar reasoning can be made for such a transition (Figure 9.(b)); at least 2 PLC cycles are compulsory to test the transition from $S_1$ to $S_2$ after the input values are changed (from $I^i$ to $I^j$, assuming that the previous test step was that of the self-loop on $S_1$).

However, when there is a self-loop with the same input value on the destination state, it is possible to test during only one test step both the transition to $S_2$ and the self-loop, as mentioned at II-C; if the values of the inputs of the PLC are not modified indeed, a correct control code will execute sequentially the two transitions. It is obvious in that case that the test step must last at least 3 PLC cycles (2 for the transition which changes the active state, to be sure that the input change has been detected, and 1 for the self-loop on the destination state, because the firing of this self-loop does not require any input change).

Test of successively fired transitions: The above reasoning can be extended to more than 2 transitions. This will be illustrated on the case of the Mealy machine with three successively firable transitions presented at Figure 10. This structure where a state ($S_2$ in this figure) is both source and destination of two different transitions that share the same input label may be found when translating a specification in a tailored-made language into a Mealy machine [23].

An input change from $I^i$ to $I^j$, from the active state $S_1$, may provoke the successive firing of three transitions: from $S_1$ to $S_2$, from $S_2$ to $S_3$ and the self-loop on $S_3$. However, the new input value must remain the same during at least 4 PLC cycles to be sure to observe this sequence of firings; this is the minimum duration of the test step for this input change.

More generally, if a change of the input value may lead to the successive firing of $m$ transitions in the specification model, the test step for this sequence of firings must last at least $(m+1)$ PLC cycles; the test verdict will be based on the sequence of the $(m+1)$ output values observed.

D. Definitions

The discussion of the previous section has permitted to define the minimum duration, in term of number of PLC cycles, of a test step. It is now possible to propose a conformance relation based on the sequence of observed outputs at the end of each one of these cycles.

Let $s_c$ be the current active state, let $I^i \in I_M$ and $O^j \in O_M$ be the current values of the input and output (Boolean combinations of the input and output variables of the PLC), let $I^j$ be the input value for the considered test step, let $Obs = (O^i, O^j, \ldots)$ be a sequence of consecutive observed outputs and let $m$ be the number of successively firable transitions when the input is changed from $I^i$ to $I^j$.

Definition 1. The PLC under test is said conform to the specification when a unique transition is tested if the relation (2) is satisfied:

\[
\begin{align*}
\text{Obs} = (O^i, O^j) & \quad \text{or} \\
\text{Obs} = (O^j) & \quad \text{with } O^j \text{ such as } \lambda(s_c, I^j) = O^j
\end{align*}
\]

Then, the new active state of the Mealy machine is defined as $s_d = \delta(s_c, I^j)$.

Definition 2. For the others cases, the PLC under test is said conform to the specification if the relation (3) is satisfied:

\[
\begin{align*}
\text{Obs} = (O^1, O^2, \ldots, O^m) & \quad \text{such as} \\
\forall O^l, \lambda(s_l, I^j) = O^l & \quad \text{with} \\
(\text{or} & \quad s_0 = s_c \text{ and } s_l = \delta(s_{l-1}, I^j)
\end{align*}
\]

Then, the new active state of the Mealy machine is defined as $s_d = s_{m+1}$.

The relation (2) must be selected for the test of a unique transition (self-loop or transition with different source and destination states) and the relation (3) for a sequence of $m$ successively firable transitions. In both cases, the minimum sequence of consecutive observations $Obs$ is given for the two cases discussed at IV-B. Observation sequences for a given input change that lead to a positive conformance verdict can be obtained by adding to the right of this sequence any number of observed values which are identical to the last one ($O^j$ for the relation (2) for instance); these sequences are not minimum-length, however. The benefit of these definitions will be shown in the next section by application to correct and flawed implementations that will be compared to the specification of Figure 5.

E. Examples

From the specification model of Figure 5, the test sequence (4) which starts from the initial state 1 can be built by using the technique presented in section II-C.
\[
\mathcal{TS} = (a.b, \bar{a}.b, a.b, \bar{a}.b, a.b, \bar{a}.b, \bar{a}.b, a.b, a.b)
\] (4)

It is important to note that this sequence is not described in the general form of a test sequence (relation (II-C)); the source and destination states as well as the expected output value, for each test step, are not given. The states have been omitted only for readability reasons; they can be easily determined from the knowledge of the model and the sequence of inputs, if the initial state is known. On the other hand, the absence of the expected output value is explained by the definition of the conformance itself; as this definition is based on a sequence of observations and not only one observation, introducing a unique value does not make sense.

This test sequence contains only 10 terms but meets the objective (every transition is taken at least once) because several transitions are taken sequentially during some steps. The first step is the test of the self-loop on the initial state for the combination where both input variables are True; the minimum duration of this step is two PLC cycles. The transitions from state 1 to state 2, then from state 2 to state 4, then the self-loop on this state are fired during the second step; the minimum duration of this step is four PLC cycles. The longest sequence of successively firable transitions after an input change contains \(m = 3\) transitions (steps 2, 5, 7 and 10).

Case of a correct implementation: The results of the execution of this sequence with a correct implementation, for instance the ST program of Fig. 6, are presented at Table I\(^8\) where the combination of input variables that is applied to the PLC, the source and destination states of the sequence of transitions (may be equal to only one transition) which is tested, the intermediate states, if any, the minimum-length observation sequence that is 2, 3 or 4 PLC cycles long and the test verdict are given, for each test step.

Case of flawed implementations: Two flawed implementations will be tested according to the definition of conformance in this section; the first one (Figure 11) includes an output fault, the second one a transfer fault (Figure 12).

In the model of Figure 11, the output associated to the transition from state 4 to state 2 is \(\bar{X}.Y\) whereas \(X.\bar{Y}\) is expected. The results of the execution of the test sequence (4) on this implementation are given at Table II. The first three test steps provide positive verdicts but for the fourth one that tests the transition from state 4 to state 2 as well as the self-loop on state 2 for the input combination \(\pi.\bar{b}\) the sequence of output combinations is \((X.\bar{Y}, Y.\bar{Y}, X.\bar{Y})\) and does not satisfy the relation (3) in the definition of conformance. \(Obs\) should be \((X.Y, X.Y, X.Y)\) or \((X.Y, X.Y, X.Y)\) according to this relation. The output error is detected; the implementation does not conform the specification.

It must be clearly highlighted that a conformance relation that is based only on the last observation \(\bar{X}.\bar{Y}\), as this is the case in previous works, would lead to a positive verdict because the output fault would not be detected. This verdict would be non-valid, however; a flawed implementation would be declared correct. This remark shows the benefit of a conformance relation based on a sequence of observations, the only solution to detect flaws during sequences of transitions.

\(^8\)In the following tables, in the column Verdict, OK means that the test is passed, for the considered test step, KO that the test has failed and ! that the test is non-conclusive. Moreover, the symbol \(\emptyset\) (empty set) means None.
The model of Figure 12 includes a transfer fault; the transition going from state 2 to state 3 and labeled with the input combination \( a.\bar{b} \) in the specification has been replaced by a self-loop on state 2 with the same input variables combination. The results of the execution of the test sequence (4) are given at Table III. The first six test steps provide positive verdicts, which is quite normal because the part of the implementation which is tested during these steps conforms to the specification; they have been omitted in this table for space reasons. The seventh test step also provides a positive verdict even if the observations are obtained by firing the transition from state 1 to state 2 then the self-loop on state 2 labeled with the input combination \( a.\bar{b} \) and not the sequence from state 1 to state 3 through state 2; but, as the output is the same \((X.Y)\) for the correct and erroneous transitions, the transfer fault is not detected at this step. It is detected at test step eight where the sequence of observations \((X.Y, X.Y)\) does not satisfy the relation (2).

\footnote{This fault corresponds to a dead code because the state 3 is not reachable.}

### Table I

<table>
<thead>
<tr>
<th>Test step</th>
<th>Tested transition(s)</th>
<th>Minimum length observed sequence ((Obs))</th>
<th>Verdict</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number</td>
<td>Inputs Source state</td>
<td>Interm. state</td>
<td>Dest. state</td>
</tr>
<tr>
<td>1</td>
<td>(a.b) 1 (\emptyset) 1 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>(a.b) 1 2 4 ((X.Y, X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>(a.b) 4 (\emptyset) 4 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>(a.b) 4 (\emptyset) 2 ((X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>(a.b) 2 4 1 ((X.Y, X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>(a.b) 1 (\emptyset) 1 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>(a.b) 1 2 3 ((X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>(a.b) 3 (\emptyset) 3 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>(a.b) 3 (\emptyset) 3 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>(a.b) 3 4 1 ((X.Y, X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### Table II

<table>
<thead>
<tr>
<th>Test step</th>
<th>Tested transition(s)</th>
<th>Minimum length observed sequence ((Obs))</th>
<th>Verdict</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number</td>
<td>Inputs Source state</td>
<td>Interm. state</td>
<td>Dest. state</td>
</tr>
<tr>
<td>1</td>
<td>(a.b) 1 (\emptyset) 1 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>(a.b) 1 2 4 ((X.Y, X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>(a.b) 4 (\emptyset) 4 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>(a.b) 4 (\emptyset) 2 ((X.Y, X.Y, X.Y)) KO</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Non-conforming implementation detected

### Table III

<table>
<thead>
<tr>
<th>Test step</th>
<th>Tested transition(s)</th>
<th>Minimum length observed sequence ((Obs))</th>
<th>Verdict</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number</td>
<td>Inputs Source state</td>
<td>Interm. state</td>
<td>Dest. state</td>
</tr>
<tr>
<td>1</td>
<td>(a.b) 1 (\emptyset) 1 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>(a.b) 1 2 4 ((X.Y, X.Y, X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>(a.b) 4 (\emptyset) 4 ((X.Y, X.Y)) OK</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>(a.b) 4 (\emptyset) 2 ((X.Y, X.Y, X.Y)) KO</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

F. Discussion

To sum up, this section has shown that a conformance relation based on a sequence of observations for several PLC cycles must be used to detect every output and transfer fault during the execution of the conformance test of a PLC.

With this conformance relation, the minimum duration of the whole test sequence, in term of number of PLC cycles, is given by: \(\sum_{i=1}^{n} m_i\) where \(n\) is the number of test steps and \(m_i\) the minimal number of PLC cycles for the \(i\)th test step.

The minimal duration of the test sequence (4), for instance, is equal to \((5 + 2 + 1 + 3 + 4 + 4) = 29\) PLC cycles, because \(m_i\) is equal to 2 for 5 test steps, 3 for one step and 4 for the remaining four steps.

The minimum duration defines a realistic lower bound of the duration of the test and not a too pessimistic overestimation obtained by defining a constant value for the duration of every step, as this has been made in previous works.

The values \(m_i\) are computed off-line, i.e. before test execution. Computing \(m_i\) requires to determine the number of transitions of the Mealy machine that are successively fired for the considered test step, as exemplified in IV-C. A Mealy machine which describes a specification does not contain any
cycle of successively firable transitions; this would mean that the controller is totally unstable for some combination of the input variables, which is surely never expected. Hence, the length of the longest possible sequence of successively fired transitions is equal to $|S|$ (cardinality of the set of states). This sequence crosses indeed once and only once every state and therefore comprises $|S| - 1$ transitions from the source state to the destination state; the self-loop on this last state must then be fired. Consequently, even if this case is very rare, the maximal computational cost of this off-line analysis is a linear function of the number of states. Our approach scales correctly.

V. Conclusion

The numerous and worthwhile theoretical results obtained in the domain of conformance testing of Mealy machines are helpful to develop model-based testing methods of PLC then to improve dependability of critical systems, but must be adapted to take into account the technological features of these automation components that are not infinitely reactive but are based on a cyclic I/O scanning. This paper has shown that, at each test step, the conformance verdict must be based on a sequence of observations of the outputs for several consecutive PLC cycles, to detect every transfer and output fault.

The proposed conformance relations permit us to define the minimum duration of each test step, in terms of number of PLC cycles. Therefore, this work contributes to reduce the time, then the cost, of test, while meeting the test objective and providing reliable verdicts.

On-going work is aiming at extending these results to validation of PLC by using HIL (hardware-in-the-loop) techniques. In this case, the PLC is not connected to a test-bench but to a software simulation of the plant to form a closed-loop system. Hence, the state space to analyze is not that of the implementation in isolation but the state space of the implementation constrained by the plant, which is smaller. Up to now, only non-exhaustive simulation has been considered in this approach. Our objective is to investigate whether formal analysis techniques which have been developed for conformance testing of PLC can be used to check completely the correctness of the implementation from sequences of observations of the inputs and outputs of the simulated plant.
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