Authoring Hierarchical Road Networks
Eric Galin, Adrien Peytavie, Eric Guérin, Bedřich Beneš

To cite this version:

HAL Id: hal-01354487
https://hal.archives-ouvertes.fr/hal-01354487
Submitted on 14 Oct 2020

HAL is a multi-disciplinary open access archive for the deposit and dissemination of scientific research documents, whether they are published or not. The documents may come from teaching and research institutions in France or abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est destinée au dépôt et à la diffusion de documents scientifiques de niveau recherche, publiés ou non, émanant des établissements d’enseignement et de recherche français ou étrangers, des laboratoires publics ou privés.
Authoring Hierarchical Road Networks

Eric Galin\textsuperscript{1}, Adrien Peytavie\textsuperscript{2}, Eric Guérin\textsuperscript{3}, Bedřich Beneš\textsuperscript{4}.

\textsuperscript{1}LIRIS - CNRS - Université Lumière Lyon 2, France \quad \textsuperscript{3}LIRIS - CNRS - INSA Lyon, France \quad \textsuperscript{2}LIRIS - CNRS - Université Claude Bernard Lyon 1, France \quad \textsuperscript{4}Purdue University, USA

Abstract

We present a procedural method for generating hierarchical road networks connecting cities, towns and villages over large terrains. Our approach relies on an original geometric graph generation algorithm based on a non-Euclidean metric combined with a path merging algorithm that creates junctions between the different types of roads. Unlike previous work, our method allows high level user control by manipulating the density and the pattern of the network. The geometry of the highways, primary and secondary roads as well as the interchanges and intersections are automatically created from the graph structure by instantiating generic parameterized models.

Categories and Subject Descriptors (according to ACM CCS): [Computer Graphics]: Three-Dimensional Graphics and Realism

1. Introduction

Procedural modeling of urban areas in computer graphics has undergone an important progress in recent years. Still, modeling and synthesizing realistic virtual worlds remains an open problem. The authoring of compelling models is a crucial task with many applications not only in the entertainment industry but also in training, urban planning and simulation applications.

Procedural and simulation techniques have proved to be very efficient for synthesizing natural landscapes covered with vegetation [DHL\textsuperscript{*}98], and large cities [PM01, MWH\textsuperscript{*}06] with complex street networks [CEW\textsuperscript{*}08]. Recently, several methods have been proposed for sketching [BN08], editing [MS09] and generating roads [GPMG10]. Nevertheless, the automatic generation of complex road networks connecting cities of different size and featuring highways as well as primary and secondary roads, connected by interchanges and crossroads, remains an open area of research.

From a land planning and simulation perspective, the evolution of the road network can be achieved by complex simulations of different phenomena such as urban growth, transitions in land use, changes in population density and migrations, transportation policies and infrastructures development. Although this has been addressed e.g., in [VABW09], the controllability and user input remain a problem. Our solution tackles the problem as a geometric optimization. The challenge stems not only from the difficulty to synthesize realistic road network patterns adapting to their geographical environment, but also from the complexity of the geometric models that should adapt to the terrain and take into account natural obstacles such as rivers or lakes.

1.1. Related work

Our approach builds on the early work of [PM01] who modeled street geometry in two passes: first the underlying graph was generated and second it was filled with geometry. We focus on the modeling of road networks outside cities. Moreover, we also provide the geometry of tunnels, bridges, interchanges and junctions. Our approach can be complemented with shape grammar [MWH\textsuperscript{*}06] for buildings and ecosystem simulation [DHL\textsuperscript{*}98] to obtain a complete system for generating virtual environments. In this section, we review research describing city street and countryside road modeling techniques.

Several techniques have been proposed to generate street networks in cities in the context of large-scale urban modeling [MWH\textsuperscript{*}06, WMWG09]. Parish and Muller [PM01] first presented a solution to model street networks based on L-systems. The major limitation is that the generated street graph often requires a significant amount of editing to meet the desired patterns and suffers from a low controllability (partially addressed in [LSWW11]). An alternative technique based on template road pattern and Voronoi
diagrams to imitate the streets layout was proposed in [SYBG02]. Another technique based on tensor fields was proposed in [CEW°08]. The tensor field allows the user to interactively edit the street graph. Example based methods [AVB08, VABW09] have been proposed for interactively synthesizing urban street networks. While these techniques are effective for city streets, they cannot be generalized to countryside roads whose patterns and layouts are fundamentally different and heavily influenced by the terrain geometry.

Several methods have been proposed for interactive sketching [BN08] and editing [MS09] road networks. The limitation of those methods is that they require a considerable effort to carefully control the trajectories in order to obtain realistic paths. Recently, a procedural technique for generating a single road based on an anisotropic shortest path algorithm was proposed in [GPMG10]. The trajectory of the road minimizes a cost function that takes into account the slope of the terrain, natural obstacles such as rivers, lakes, mountains and forests. The road is generated by excavating the terrain along the path and instantiating generic parameterized models. Our work extends this model by proposing a complete framework for generating a hierarchical road network connecting a set of cities, towns and villages.

1.2. Contributions

We present a procedural framework for creating a hierarchical road network connecting a set of cities. Starting with highways, we incrementally generate and merge the different layouts of the road network towards the primary and secondary roads. For every level of the hierarchy, we generate the layout of the sub-network as a proximity graph using a non-Euclidean metric that captures the anisotropy produced by the characteristics of the terrain. We create the geometry from the graph representation by instancing generic procedural models.

We propose a constrained road generation framework that creates highways and primary and secondary road networks connecting a set of input cities, towns and villages. The paths of the roads are computed by minimizing the line integral of a cost function that takes into account, not only the characteristics of the terrain (the slope of the terrain as well as natural obstacles such as rivers, lakes, mountains or forests), but also the villages, town and city areas and previously created roads. This approach enables us to control the junctions between different types of roads and create a consistent hierarchical road network (Section 4).

We present a parameterized proximity graph generation algorithm based on a non-Euclidean metric which enables us to select a restricted subset of roads from the complete graph connecting all input cities. Our method generates different layouts and controls the density of the network for highways and primary and secondary road (Section 5).

The resulting geometric graph often contains arcs with closely lying parts. We introduce an algorithm based on the evaluation of the non-Euclidean Fréchet distance, that selects and merges such cases and generates Steiner nodes in the graph for newly created nodes (Section 6).

The geometric models are created by analyzing the graph and applying selection rules that replace the edges as roads, tunnels or bridges. New nodes corresponding to Steiner nodes in the graph are instantiated as junctions or crossings according to the attributes stored at the edges and nodes of the graph (Section 7). Our procedural models automatically adapt their shape to the local geometry of the terrain and the models seamlessly match the terrain.

2. Workflow

Our system is a three-stage pipeline (Figure 3). First, terrains with water and vegetation maps are either procedurally generated, painted, or extracted from real data sets. Next, the user creates a set of cities on the terrain and defines their relative sizes. Additionally, the user can also control the network generation process either by painting an influence map or by using procedurally defined primitives that indicate which parts of the terrain should be privileged or avoided during the road network generation.

At the end of this step, our algorithm automatically generates a hierarchical road network as a graph whose arcs store the geometric paths of highways, major and minor roads connected together and connecting the cities (Figure 2). This
generality, we determine $\sigma$ from the extent of the urban area and we linearly quantize it into the three categories.

An edge connecting two nodes $N_i$ and $N_j$ will be denoted $E_{ij}$. Edges have an attribute, denoted $\tau$, defining their type: highway ($\tau = 2$), major roads ($\tau = 1$) and minor roads ($\tau = 0$). In our system, the type of the road $\tau_{ij}$ connecting two nodes $N_i$ and $N_j$ is determined from the size of the parameter $\sigma_i$ and $\sigma_j$: $\tau_{ij} = \min(\sigma_i, \sigma_j)$. Thus, highways connect cities, major roads connect cities and towns, and minor roads connect towns and villages. The characteristics of the roads, such as their width, markings, type and number of lanes, are derived from their type. The edges also store the path of the road, denoted as $p$. Intersections, are characterized by their type, which ranges from highway interchanges to simple road intersections.

Note that our paper does not address the generation of the city street network. Even though several techniques have been proposed such as [CEW08], the generation of a complete street network within the domain of a city $A_t$ and compatible with the connecting paths of the roads $p_{\mathcal{A}}$ is a challenging problem beyond the scope of this paper.

A key observation is that the road patterns and layouts are mostly influenced by the proximity of the different cities and their relative size. The characteristics of the terrain, natural obstacles such as rivers or mountains have a major impact on the path of the roads connecting two cities. Therefore, the proximity graphs based on the Euclidean distance metric do not provide an effective measure to generate realistic network patterns (Figure 5).

Our paper focuses on the generation of a geometric graph connecting a set of points over a continuous domain using a non-Euclidean metric. We consider a compact domain $\Omega \subset \mathbb{R}^2$ and a direction dependent cost function $c(p, \dot{p}, \ddot{p})$ that depends on the position $p(t) : [0, 1] \rightarrow \Omega$ along the trajectory and the first two derivatives denoted $\dot{p}$ (speed) and $\ddot{p}$ (acceleration) respectively [GPMG10]. Under the given constraints, the path between two points is a curve that minimizes the line integral of a cost-weighting function $c$ along the trajectory:

$$T(p) = \int_0^1 c(p(t), \dot{p}(t), \ddot{p}(t)) \, dr$$
We propose a parameterized geometric graph generation algorithm based on this global geodesic metric to generate a spectrum of networks with a varying density of roads.

**Control cost functions** The paths of major and minor roads should be constrained by the highways so that paths do not overlap and do not have frequent intersections. In many cases, major roads should be redundant with toll highways. In contrast, minor roads should reuse the existing major road network as much as possible.

At every step of the hierarchical algorithm, we constrain the creation of the sub-graphs $G_k$ by the shape of the paths of the previously created graphs $G_i$, $0 \leq i < k$. Our approach consists in defining a control cost function, denoted $h$, which is used to locally modify the cost $c$ (Figures 9, 10). By defining a positive control cost function in the neighborhood of the previously computed road path, we limit the creation of new paths in the neighborhood of a previously created one.

### 4. Road network generation

Our hierarchical road network generation algorithm proceeds as follows (Figure 7): first, we initialize the graph $G$ to an empty graph. Then, for all road types, starting from highways with decreasing importance (note that we also could use a bottom-up algorithm, leading to a different result), we choose one of the candidate paths randomly. However, this case has never occurred in our experiments.

The second step computes the proximity graph $G_k$ connecting the cities by employing an empty region criterion adapted to a direction dependent metric that defines which arcs should be preserved.

Finally, the third step cleans up the geometric graph $G_k$. The previous step often generates arcs whose paths may have close parts (Figure 7). Having two roads going close to each other is not a casual case, therefore, we merge these parts by evaluating the non-Euclidean Fréchet distance to simplify the geometric graph. The results of this step are new nodes that represent road intersections.

#### 4.1. Constrained road path generation algorithm

The road path connecting two cities is defined as the shortest anisotropic path that minimizes the line integral of the cost-weighting function $c$ along the path. Without loss of generality, the cost function $c(p, \dot{p}, \ddot{p})$ is defined as the weighted sum of the following cost sub-functions: the density of vegetation cost $v(p)$, the water height cost $w(p)$, the slope of the terrain in the direction of the road cost $s(p, \dot{p})$, the curvature of the road cost $g(p, \dot{p}, \ddot{p})$ and the control cost function $h(p)$:

$$c(p, \dot{p}, \ddot{p}) = v(p) + w(p) + s(p, \dot{p}) + g(p, \dot{p}, \ddot{p}) + h(p)$$

We use the cost functions for vegetation, water height, slope and curvature from [GPMG10]. Our contribution is the control cost function $h$ which can be arbitrarily defined to increase or decrease the overall cost over some regions of the domain $\Omega$. In our system, the control function $h$ only depends on the position $p$. In the general case, $h$ could also take into account the direction $\dot{p}$ and the acceleration $\ddot{p}$.

By adding a positive cost $h(p) > 0$ within a given region $\mathcal{R} \subset \Omega$, we limit the road generation process within $\mathcal{R}$ since the shortest path algorithm tries to find the least cost path. In contrast, if $h(p) < 0$, the cost of the line integral decreases when the path traverses the region $\mathcal{R}$ and we favor the road generation within $\mathcal{R}$. Note that $h(p)$ should not have high negative values however, so that the overall cost function $c(p, \dot{p}, \ddot{p})$ remains positive everywhere.

We define $h$ by summing the influence of a set of compactly supported primitives, denoted as $h_i$:

$$h(p) = \sum_{i=n-1}^{0} h_i(p)$$

The primitives are defined as $h_i(p) = f_i \circ d_i(p)$ where $d_i$ denotes the Euclidean distance to a skeleton and $f_i : \mathbb{R} \rightarrow \mathbb{R}$ is a smooth distance decreasing function with a compact support: $f_i(r) = 1 - (r^2/r_i^2)^2$ if $r < r_i$ and $f_i(r) = 0$ otherwise. $r_i$
Figure 6: Overview of the road network generation algorithm for a given road type: the complete graph connecting cities (left), the generated proximity graph (center) and the final road network obtained after merging the close parts of the different road paths (right).

Figure 7: Overview of the graph generation process.

will be referred to as the radius of influence of the primitive. In our system, primitives can be points, curves and compact areas defined by a closed non intersecting curve (Figure 8).

Figure 8: Primitives used for generating the control cost function $h$.

4.2. Local control

The road generation process can be efficiently controlled by defining local regions limiting or favoring the generation of roads. An important feature is that different control cost function can be used during the hierarchical generation of the different types of roads. In our system, we use three specific parameterized functions with a decreasing radius of influence for highways, major and minor roads. Figure 9 shows an example in which we limit the number of intersections between the primary road network and the highway network by increasing the cost function $h(p)$ in the neighborhood of the previously generated highway paths.

Figure 9: Comparison between two networks, without (left) and with (right) limiting the generation of the major road network in the neighborhood of the highway.

By constraining the creation of roads within some controlled bounded regions, our method can produce realistic road networks conforming to some land use policies. An example in Figure 10 shows that our method can generate a road network that does not traverse a park.

Figure 10: Impact of an influence region over the road network generation process. The input model (left) is constrained by painting parks (right) and the road network automatically adapts to the new constraints.
4.3. Waypoints

Waypoints are an efficient technique for controlling the road generation process. We define two different types of waypoints: persistent waypoints that have an impact over the proximity graph generation process, and road specific waypoints that constrain the generation of a specific road path.

Persistent waypoints are defined as virtual nodes of the graph and are characterized by an attribute that defines which kind of road may pass through them (Figure 11). The virtual nodes are added to the list of nodes \( N \) and processed like city nodes during the road generation process and also used later in the proximity graph generation step. At least one road will always pass through a persistent waypoint.

**Figure 11:** Two different constrained road networks generated with a single persistent waypoint.

In contrast, road specific waypoints are defined as control points \( c_k, k \in [0, n - 1] \) attached to a given edge \( E_{ij} \) connecting two nodes \( N_i \) and \( N_j \) prior to the proximity graph generation. When generating the road path of the edge \( E_{ij} = (a, b) \), we generate \( n + 1 \) connected sub-paths \((a, c_0), (c_i, c_{i+1}) \) with \( i \in [0, n - 2] \) and \((c_{n-1}, b) \). The generated road can be discarded later by the proximity graph generation step if it does not meet the proximity criterion. Therefore, contrary to persistent waypoints, roads controlled with some specific waypoints might not appear in the final network. In our system, we allow the user to flag some roads so they should be preserved, whatever the result of the proximity graph.

5. Graph generation algorithm

An important class of layout algorithms is based on Voronoi Diagrams [OBS00] (randomly) distributed points. Proximity graphs [JTV92], also referred to as neighborhood graphs, are defined on a finite set of vertices in the plane such that there exists an edge between any two vertices if they are close in some sense. The proximity can be measured by the Euclidean distance between these vertices, the distance to other vertices of the graph, or the number of other vertices in a given neighborhood. Many definitions and algorithms have been provided, such as the relative neighborhood graphs [Lan69, Tou80], Gabriel graphs [GS69], \( \beta \)-Skeletons [KR85] and \( \gamma \)-neighborhood graphs [Ve91]. When the underlying metric is Euclidean, those graphs generate line segments between the vertices. We propose an original proximity graph definition based on a non-Euclidean metric which lends itself for the road network generation problem.

Consider a compact region \( \Omega \subset \mathbb{R}^2 \) and a set of points \( S \). We address the generation of a geometric skeleton connecting a set of points using a non-Euclidean metric, i.e., the computation of a graph such that the arcs connecting two points \( a \) and \( b \) should be defined as the continuous shortest path between those points that minimizes the line integral of a cost-weighting function along the path.

5.1. Fundamental concepts

Let us first recall some of the properties of the Gabriel graph [GS69] and relative neighbor graphs [Lan69, Tou80]. Let \( S = \{p_k\}, i \in [0, n] \) denote a set of points in a convex domain \( \Omega \subset \mathbb{R}^2 \). The neighborhood graph of \( S \) is created from the definition of an influence region, denoted \( \Omega(p, p_j) \), which is associated to candidate edges: \((p, p_j)\) forms an edge in the graph if and only if \( \Omega(p, p_j) \cap S = \emptyset \). Note that the Gabriel graph is a sub-graph of the Delaunay triangulation since the Delaunay cell \( p_i, p_j, p_k \) is included in \( \Omega(p_i, p_j) \cup \Omega(p_j, p_k) \cup \Omega(p_k, p_i) \).

The simplest graph connecting a set of points is the nearest neighbor graph which often yields an unconnected graph with many spatial subsets. The relative neighbor graph creates edges between two points \( p_i \) and \( p_j \) if the region of influence, referred to as lune, formed by the intersection of two discs of radius \( ||p_i, p_j|| \) and centered at \( p_i \) and \( p_j \), respectively, is empty. Conceptually similar, the Gabriel graph links two points if the disc of diameter \( ||p_i, p_j|| \) and passing through \( p_i \) and \( p_j \) is empty (Figure 12).

**Figure 12:** Characterization of the regions \( \Omega(p, p_j) \) for the Gabriel graph and relative neighbor graph.

We propose a characterization of the neighborhood region of an arc \((a, b)\) so as to create a spectrum of skeletons connecting the points in \( S \) using a non-Euclidean metric. As in differential geometry, we define the metric over the domain \( \Omega \) by using a global geodesic characterization: the distance between two points \( a \) and \( b \) and denoted as \( d(a, b) \) is equal to the length of the path \( Z(p(a, b)) \) which minimizes the line integral of the cost function along the path.

We define the ball centered at a given point \( a \) with radius \( r \) as the set of points \( p \) in \( \Omega \) such that the length of the geodesic between \( a \) and \( p \) is less than \( r \) (Figure 13):

\[
B(a, r) = \{ p \in \Omega, d(a, p) < r \}
\]

Let \( a \) and \( b \) two points in \( \Omega \) and \((a, b)\) the geodesic path
between \(a\) and \(b\). Let \(\gamma \in [1, +\infty[\), we define the parameterized neighborhood region of \((a, b)\) as:
\[
\Omega_2(a, b) = \{ p \in \Omega, d(a, p)^2 < d(a, p)^2 + d(b, p)^2 \}
\]

Note that as \(\gamma \to \infty\), the definition is equivalent to the relative neighbor graph:
\[
\Omega_\infty(a, b) = \{ p \in \Omega, d(a, b) < \max(d(a, p), d(b, p)) \}
\]

From a geometrical point of view, \(\Omega_\infty(a, b)\) can be characterized as the intersection of the two balls \(B(a, d(a, b))\) and \(B(b, d(a, b))\) (Figure 13). When \(\gamma\) decreases, the neighborhood region \(\Omega_\gamma(a, b)\) smoothly shrinks and the number of edges in the resulting geometric graph increases (Figure 14). When \(\gamma = 2\), the definition of \(\Omega_2\) creates the same graph as the Gabriel graph created with a non-Euclidean metric:
\[
\Omega_2(a, b) = \{ p \in \Omega, d(a, b)^2 < d(a, p)^2 + d(b, p)^2 \}
\]

### 5.2. Time complexity of the algorithms

In Euclidean space, the Gabriel and the relative neighborhood graphs are subgraphs of the Delaunay triangulation, therefore they can be computed in \(O(n \ln n)\) time. Because we rely on a non-Euclidean metric, our proximity graph cannot be computed as efficiently as Gabriel or relative neighborhood graphs. Given a set of points \(p_k, k \in [0, n - 1]\), we need to first compute the paths of all the arcs \(E_{ij}\) using the anisotropic shortest path algorithm. Then, we can filter the edges by applying the empty region criterion. Therefore, the overall complexity of our algorithm would be \(O(n^3)\).

In practice, the topography of the terrain is usually sufficiently regular to avoid the expensive computation of all the paths connecting all cities. Therefore, we use a heuristic, in which for every city, we only compute the paths connecting the city with a restricted subset of neighboring cities. In our experiments, using the 20 nearest neighboring cities proved to be enough to yield the same proximity graph as the one produced with the initial complete graph.

### 5.3. Global control

Our parameterized definition of the proximity graph enables the user to globally control the overall road density of the network by tuning the exponent \(\gamma\) in the definition of the neighborhood of a road path \(\Omega(a, b)\).

When \(\gamma \in [1, 2]\), the resulting road network is dense and has many redundant roads connecting different cities. As \(\gamma\) increases, more edges are removed in the graph generation process and the road network simplifies (Figure 14).

### 6. Path merging

The proximity graph generation algorithm often yields to a set of paths \(P_{ij}\) with parts that are mutually close (Figure 15). The path merging step aims at merging some parts of the paths by inserting Steiner points in the graph which will be instantiated as intersections and interchanges.

The road merging process proceeds as follows. For all pairs of arcs in the graph \(G\), we compute the Fréchet distance [AG92] between the paths to identify which parts should be merged.

Recall that a curve in \(\mathbb{R}^2\) can be represented as a parametric function \(f : [0, 1] \to \mathbb{R}^2\). A monotone reparameterization \(\alpha\) is a continuous non-decreasing function \(\alpha : [0, 1] \to [0, 1]\) with \(\alpha(0) = 0\) and \(\alpha(1) = 1\). A matching between \(f\) and \(g\) is a pair of monotone reparameterizations \((\alpha, \beta)\) of \(f\) and \(g\) respectively, where the point \(f(\alpha(x))\) is matched to the point \(g(\beta(x))\), for any \(x \in [0, 1]\). Let \(\alpha\) and \(\beta\) range over all monotone reparameterizations. Given two curves \(f\) and \(g\), their Fréchet distance under the Euclidean norm is defined as:
\[
\text{d}_f(f, g) = \inf_{\alpha, \beta} \max_{t \in [0, 1]} d\left(f(\alpha(t)), g(\beta(t))\right)
\]

Computing the exact Fréchet distance in general is a complex problem and even for simple polygonal curves, it requires algorithms using parametric search techniques [AG92]. When two curves are embedded in a more complex metric space, the distance between two points on the curves is most naturally defined as the length of the shortest path between them. The definition of geodesic Fréchet distance allows the distance to switch discontinuously, without penalty, from one side of an obstacle or a mountain to another.

### Table 1: Road network statistics for some \(\gamma\) values

<table>
<thead>
<tr>
<th>(\gamma)</th>
<th>Highways</th>
<th>Major roads</th>
<th>Minor roads</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.2</td>
<td>3</td>
<td>194</td>
<td>19</td>
</tr>
<tr>
<td>2.0</td>
<td>2</td>
<td>96</td>
<td>11</td>
</tr>
<tr>
<td>8.0</td>
<td>2</td>
<td>96</td>
<td>9</td>
</tr>
</tbody>
</table>
Different road networks connecting 3 cities, 6 towns and 16 villages: dense $\gamma = 1.2$ (left), average $\gamma = 2.0$ (middle) and sparse $\gamma = 8.0$ (right). The networks were created on a $128 \times 128$ km$^2$ terrain discretized into $256 \times 256$ resolution.

We approximate the Fréchet distance by its discrete variation from [EM94] applied to the polygonal curves produced by the anisotropic shortest path [GPMG10]. The variation is called the coupling distance $\delta_F$ and can be computed efficiently by looking at all possible couplings between the end points of the line segments of the polygonal curves. The distance $\delta_F$ provides a good approximation of the Fréchet distance: it is an upper bound for $d_F$, and the difference between these measures is bounded by the length of the longest edge of the polygonal curves [EM94].

Different strategies may be applied to decide whether roads should be merged. In our system, primary and secondary roads do not merge with toll highways, but can merge with toll free highways. In contrast, secondary roads can always merge with primary roads (Figure 16). The type $\tau_{ij}$ of a road obtained by merging two arguments roads is defined as $\tau_{ij} = \max(\tau_i, \tau_j)$.

7. Geometry instantiation

Our approach for generating the geometric models follows the outline presented in [GPMG10]. In this section, we present the several improvements and the specific steps that are required for handling a whole complex road network. The main challenge stems from the fact that geometric models should seamlessly match together and with the terrain.

Figure 15: Two road paths $(p_i, p_j)$ and $(p_i, p_k)$ partially merging and resulting in a new Steiner point.

Figure 16: Simplification process showing an initial network (left) and the resulting simplified network (right).

Figure 17: Overview of the instantiation process. The inputs are the terrain and the set of generic models that are adapted into the scene using the graph $G$. We use a set of procedurally defined parameterized models, denoted $M$, representing roads, bridges, tunnels as well as junctions, and a set of selection rules that define which models should be instantiated according to the information carried by the road network graph (Figure 17).

A geometric model $M$ is a three-dimensional object oriented model characterized by a procedurally defined support region, denoted as $\Omega_M$, and two specific methods for excavating the terrain and generating its geometry.

We developed two different types of generic procedural models: road models (including bridges and tunnels) that correspond to the edges $E$ and junction models (including crossings and interchanges) corresponding to the junction nodes $\mathcal{N}$ added to the graph during the merging process (Figure 18). The instantiation of the city nodes $\mathcal{N}$ is beyond the scope of the paper and could be achieved by previously published methods such as combining procedural street generation techniques [CEW08] with shape grammar based building generation methods [MWH06] or more recently in [KK11].

Recall that edges representing the roads are defined by their type $\tau$, which stores the attributes about their geometric characteristics such as road width or number of lanes.
Similarly, the nodes representing junctions are characterized by the type of their neighboring edges. The overall algorithm for generating the geometry proceeds in three steps:

1. For all the nodes $N_k^i$ and the edges $E_{ij}$ of graph $G$, apply a set of selection rules to define their corresponding model $M(I_k^i)$ and $M(I_{ij})$ respectively. This step selects and generates a set of generic procedural models denoted as $M_k$ and $M_{ij}$.
2. Create the excavations and the embankments on the different regions of the terrain defined by their support region $\Omega_{M_k}$.
3. Finally, generate the geometry of every model $M_k$ according to its own attributes and to the geometry of the terrain inside the support region $\Omega_{M_k}$.

8. Results

Our algorithm has been implemented in C++ and runs on a Core i7 computer clocked at 3GHz with 8Gb of memory. The images of the road networks presented throughout this paper were generated by applying our algorithm to different input scenes featuring cities, towns and villages. The realistic images (Figures 1, 20) were created by generating the textured mesh models of the roads, tunnels and bridges as well as the different junctions using procedurally defined models. Those generic models were instantiated with the parameters computed during the road generation process and stored in the graph. The renderings were performed with Mental Ray.

Our method can create a wide variety of scenes with highly varying models that resemble realistic scenes. A fundamental feature of our method is the road merging step which automatically creates junctions outside of cities, which plays an important part in the overall realism.

![Figure 18: Two different instances of the same generic bridge model with different parameters.](image)

![Figure 19: Comparison between the real (left) and synthesized (right) road networks of Corsica.](image)

We carried out several experiments to compare our synthesized road networks with real ones. Figure 19 shows a comparison of the global road network of Corsica. The synthetic network was generated automatically from a set of 10 cities and 39 towns (we removed the villages for clarity). The coefficient $\lambda$ was found after a few trial and error steps. Figure 19 shows that even without waypoints, our algorithm produces very similar hierarchical layouts. The differences between our results and reality often occur in urbanized regions where some roads were created to connect many small villages and towns along the coast, probably because of the fact that a purely geometric algorithm does not take into account land use policies and infrastructure development. By inserting a few persistent waypoints in the map, we can generate a road network which closely conforms to reality.

<table>
<thead>
<tr>
<th>Scene</th>
<th>Grid size</th>
<th>Time (in seconds)</th>
<th>Length (in kilometers)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sea shore</td>
<td>128 × 128</td>
<td>23.2</td>
<td>4640</td>
</tr>
<tr>
<td>Mountains</td>
<td>256 × 256</td>
<td>112.7</td>
<td>5248</td>
</tr>
<tr>
<td>Foothills</td>
<td>512 × 512</td>
<td>625.3</td>
<td>5206</td>
</tr>
</tbody>
</table>

Table 2: Time (in seconds) and total network length (in kilometers) on a $200 \times 200\text{km}^2$ terrain discretized at different resolution (4 cities, 16 towns and 70 villages).

An interesting and powerful feature of our approach is its simplicity and control. The generation process can be controlled in several ways. The trajectories of the different roads can be intuitively controlled by modifying the parameters of the cost functions. The global road density can be adapted by tuning the coefficient $\gamma$ in the geometric graph generation, whereas the road network pattern can be controlled by defining arbitrary constraints over the terrain.

<table>
<thead>
<tr>
<th>Scene</th>
<th>Cities</th>
<th>Towns</th>
<th>Villages</th>
<th>Time (in seconds)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sea shore</td>
<td>3</td>
<td>10</td>
<td>37</td>
<td>89.1</td>
</tr>
<tr>
<td>Mountain</td>
<td>5</td>
<td>45</td>
<td>97</td>
<td>119.2</td>
</tr>
<tr>
<td>Foothill</td>
<td>10</td>
<td>107</td>
<td>204</td>
<td>146.8</td>
</tr>
</tbody>
</table>

Table 3: Number of cities, towns and villages, time (in seconds) for a grid size of $256 \times 256$.

The most computationally demanding part of our algorithm is the anisotropic shortest path generation and the overall performance mostly depends on the resolution of the underlying sampling grid that is used for computing the road paths of the initial complete graph (Table 2). Increasing the grid size to get a better accuracy results in a more expensive path generation process, which creates more detailed paths with more control points, which in turn results in a more computationally demanding road merging step. Nevertheless, our method can produce large road networks within times ranging from a few seconds to a couple of minutes (Table 3).
9. Conclusion

We have introduced a procedural framework for generating a hierarchical road network with highways, major and minor roads connecting cities, towns and villages. The overall road network pattern is obtained by combining different geometric graphs created using a non-Euclidean metric that reflects the anisotropy produced by the terrain as well as the natural obstacles such as rivers or mountains. The geometry of the paths of the different road types can be easily controlled by adjusting the parameters of the cost function which weight the relative influences of the terrain characteristics.

This work opens several research problems worth investigating. We would like to put the emphasis on the generation of the rural-urban fringe which is a particularly challenging research topic. While several techniques exist for generating large cities with complex road networks, the generation of the region at the interface between the interior and the exterior of a city remains a difficult problem. In particular, there is a need for specific techniques for generating non planar graphs that would simulate the highway and free way networks around cities. In terms of geometry, this would require the development of specific parameterized models for generating stacks of interchanges.
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Figure 20: Some synthetic sceneries generated by our system.